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## What is Python ?

Python is a popular programming language. It was created by Guido van Rossum, and released in 1991.

It is used for:

* web development (server-side),
* software development,
* mathematics,
* system scripting.

## What is Programming ?

We use programming language to communicate with computer.

## Why Python?

* Python works on different platforms (Windows, Mac, Linux, Raspberry Pi, etc).
* Python has a simple syntax similar to the English language.
* Python has syntax that allows developers to write programs with fewer lines than some other programming languages.

## Installation of Python

* Open python.org
* Download latest version of python 3

## What is IDEs ?

Integrated development environment

1. Software with usefull functionalists for developer
2. Productivity tools to help with software development
3. Has a graphical user interface
4. This help developer write build and test program

## Why use IDEs ?

* Increase program productivity
* Source code editor
* File management

## Popular IDE .

* PYCHARM
* XCODE
* Visual Studio code

## Download Pycharm IDE .

* Go to pycharm download
* Download community

## Modules

A modules is a file containing code written by somebody else , which can be imported and used in our programe

## Type of module

Two type of module

1. Built in module – Pre install in python like os ,abc,arry,copy etc
2. External module – Need to install using pip like FLASK , TENSORFLOW etc

## Install Modules

* Open window Powes
* Type PIP install flask (flask is module)

## PIP

PIP is a package manager for python , you can use pip to install a module on your system.

## Syntax

The syntax of a computer language is the set of rules that defines the combinations of symbols that are considered to be correctly structured statements or expressions in that language .

Print(“hello world”)

## Variables

* Variables are containers for storing data values
* A Variable name can contain alphabet ,digit ,underscore
* Only start with an alphabet
* Cant start with digit
* No space allow inside a variable name

## Comment

* Comments can be used to prevent execution when testing code.
  1. Single Line comment – #
  2. Multi line comment - Triple Quotes “”” “””

## Function

A function is a block of code which only runs when it is called.

You can pass data, known as parameters, into a function.

A function can return data as a result.

## Operator in Python

Python divides the operators in the following groups:

* Arithmetic operators
* Assignment operators
* Comparison operators
* Logical operators
* Identity operators
* Membership operators
* Bitwise operators

Python Arithmetic Operators

Arithmetic operators are used with numeric values to perform common mathematical operations:

|  |  |  |  |
| --- | --- | --- | --- |
| **Operator** | **Name** | **Example** | **Try it** |
| + | Addition | x + y | [Try it »](https://www.w3schools.com/python/trypython.asp?filename=demo_oper_add) |
| - | Subtraction | x - y | [Try it »](https://www.w3schools.com/python/trypython.asp?filename=demo_oper_sub) |
| \* | Multiplication | x \* y | [Try it »](https://www.w3schools.com/python/trypython.asp?filename=demo_oper_mult) |
| / | Division | x / y | [Try it »](https://www.w3schools.com/python/trypython.asp?filename=demo_oper_div) |
| % | Modulus | x % y | [Try it »](https://www.w3schools.com/python/trypython.asp?filename=demo_oper_mod) |
| \*\* | Exponentiation | x \*\* y | [Try it »](https://www.w3schools.com/python/trypython.asp?filename=demo_oper_exp) |
| // | Floor division | x // y |  |

Python Comparison Operators

Comparison operators are used to compare two values:

|  |  |  |  |
| --- | --- | --- | --- |
| **Operator** | **Name** | **Example** | **Try it** |
| == | Equal | x == y | [Try it »](https://www.w3schools.com/python/trypython.asp?filename=demo_oper_compare1) |
| != | Not equal | x != y | [Try it »](https://www.w3schools.com/python/trypython.asp?filename=demo_oper_compare2) |
| > | Greater than | x > y | [Try it »](https://www.w3schools.com/python/trypython.asp?filename=demo_oper_compare4) |
| < | Less than | x < y | [Try it »](https://www.w3schools.com/python/trypython.asp?filename=demo_oper_compare5) |
| >= | Greater than or equal to | x >= y | [Try it »](https://www.w3schools.com/python/trypython.asp?filename=demo_oper_compare6) |
| <= | Less than or equal to | x <= y |  |

Python Assignment Operators

|  |  |  |  |
| --- | --- | --- | --- |
| **Operator** | **Example** | **Same As** |  |
| = | Assign | x = 5 |  |
| += | Add & assign | x = x + 3 |  |
| -= | Sub & ASSIGN | x = x - 3 |  |
| \*= | Mutiply & assign | x = x \* 3 |  |
| /= | Divide & assign | x = x / 3 |  |
| %= | Modulus & assign | x = x % 3 |  |
| //= | Floor division & assign | x = x // 3 |  |
| \*\*= | Exponentiation & assign | x = x \*\* 3 |  |
| &= | x &= 3 | x = x & 3 |  |
| |= | x |= 3 | x = x | 3 |  |
| ^= | x ^= 3 | x = x ^ 3 |  |
| >>= | x >>= 3 | x = x >> 3 |  |
| <<= | x <<= 3 | x = x << 3 |  |

Assignment operators are used to assign values to variables:

Python Logical Operators

Logical operators are used to combine conditional statements:

|  |  |  |  |
| --- | --- | --- | --- |
| **Operator** | **Description** | **Example** | **Try it** |
| and | Returns True if both statements are true | x < 5 and  x < 10 | [Try it »](https://www.w3schools.com/python/trypython.asp?filename=demo_oper_logical1) |
| or | Returns True if one of the statements is true | x < 5 or x < 4 | [Try it »](https://www.w3schools.com/python/trypython.asp?filename=demo_oper_logical2) |
| not | Reverse the result, returns False if the result is true | not(x < 5 and x < 10) |  |

Python Identity Operators

Identity operators are used to compare the objects, not if they are equal, but if they are actually the same object, with the same memory location:

|  |  |  |  |
| --- | --- | --- | --- |
| **Operator** | **Description** | **Example** | **Try it** |
| is | Returns True if both variables are the same object | x is y | [Try it »](https://www.w3schools.com/python/trypython.asp?filename=demo_oper_identity1) |
| is not | Returns True if both variables are not the same object | x is not y |  |

Python Membership Operators

Membership operators are used to test if a sequence is presented in an object:

|  |  |  |  |
| --- | --- | --- | --- |
| **Operator** | **Description** | **Example** | **Try it** |
| in | Returns True if a sequence with the specified value is present in the object | x in y | [Try it »](https://www.w3schools.com/python/trypython.asp?filename=demo_oper_membership1) |
| not in | Returns True if a sequence with the specified value is not present in the object | x not in y | [Try it »](https://www.w3schools.com/python/trypython.asp?filename=demo_oper_membership2) |

Python Bitwise Operators

Bitwise operators are used to compare (binary) numbers:

|  |  |  |
| --- | --- | --- |
| **Operator** | **Name** | **Description** |
| & | AND | Sets each bit to 1 if both bits are 1 |
| | | OR | Sets each bit to 1 if one of two bits is 1 |
| ^ | XOR | Sets each bit to 1 if only one of two bits is 1 |
| ~ | NOT | Inverts all the bits |
| << | Zero fill left shift | Shift left by pushing zeros in from the right and let the leftmost bits fall off |
| >> | Signed right shift | Shift right by pushing copies of the leftmost bit in from the left, and let the rightmost bits fall off |

## Data type

Variables can store data of different types, and different types can do different things.

Python has the following data types built-in by default, in these categories:

Text type : str

Numeric type : int, float, complex

Sequence type : list , tuple ,range

Mapping type : dict

Set type : set , frozenset

Boolean type : bool

Binary type : byte , bytearry , memoryview

None type : nonetype

x=”hello world” str

x= 20 int

x=20.5 float

x= 1j complex

x = ["apple", "banana", "cherry"] list

x = ("apple", "banana", "cherry") tuple

x=range(6) range

x = {"name" : "John", "age" : 36} dict

x = {"apple", "banana", "cherry"} set

x = frozenset({"apple", "banana", "cherry"}) frozenset

x = True bool

x = b"Hello" bytes

x = bytearray(5) bytearray

x = memoryview(bytes(5)) memoryview

x=none none type

## Type() function use

Type() is used to find data type of a given variable in python

a=22  
print(type(a)) <class “int”>

b="hey"  
print(type(b)) <class “str”>

c=3.4  
print(type(c)) <class “float”>

d=("hello","hey")  
print(type(d)) <class “tuple”>

## Input() function use

This function allows to take input from keyboard

Print(“enter yout number”)

a= input ()

print(“you enter this”,a)

## Strings Data type

String is a sequence of character enclosed in QUOTES

'hello' is the same as "hello"

We can write string in 3 ways

* Single quotes – 'hello'
* Double quote - "hello"
* Triple quotes (multiline string) - """hello

World

I am amarth """

print("Hello")   
print('Hello')

a = """Lorem ipsum dolor sit amet,  
consectetur adipiscing elit,  
sed do eiusmod tempor incididunt  
ut labore et dolore magna aliqua."""  
print(a)

a = "Hello, World!"  
print(a[1]) e

Loop though a string -

we can loop through the characters in a string, with a FOR loop.

for x in "HEY": H  
  print(x) E

Y

String length –

To get the length of a string, use the len() function

a = "Hello, World!"

print(len(a)) 13

print(len("hey")) 3

Check string –

To check if a certain phrase or character is present in a string, we can use the keyword in .

a= "The best things in life are free!"

print("free" in a) true

Use if keywod -

**a = "The best things in life are free!"**

**if "free" in a:**

**print("Yes, 'free' is present.") "Yes, 'free' is present."**

Use not in-

txt = "The best things in life are free!"  
print("expensive" not in txt) true

## **Escape Characters**

To insert characters that are illegal in a string, use an escape character.

An escape character is a backslash \ followed by the character you want to insert.

txt = "We are the so-called "Vikings" from the north."

#ERROR

To fix this problem, use the escape character \":

txt = "We are the so-called \"Vikings\" from the north."

# We are the so-called "Vikings" from the north.

\v vertical tab

\' Single Quote

\\ Backslash

\n New Line

\r Carriage Return

\t Tab

\b Backspace

\f Form Feed

\ooo Octal value

\xhh Hex value

**Single quote**

print("Who\'s this?") # Who's this?

**Backlash**

want to print a single backslash?   
We can't do it by just writing "", so we'll use "\\".

print("Interview\\Bit") # interview\Bit

**New line \n**

print("Interview\nBit") #interview  
use “\n” here, which tells the interprtor bit   
print some characters in the new line separately.

**Tab \t**

print("Interview\tBit") # interview Bit  
"""add tab space between words then this escape sequence will

**Backspace \b**

print("Interview \bBit") #interviewbit  
*#This escape sequence is used to remove the space between the words.*

**\r**

print(r"Hello\nWorld") “hello world”  
To ignore all the escape sequences in the string,  
we have to make a string as a raw string using ‘r’ before the string

## **Index()**

index() method returns the position at the first occurrence of the specified value.

## **String Silicing**

![](data:image/x-emf;base64,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)

a="harry is a good boy"

print(a[4]) #y

print(a[0:5]) #harry  
print(a[0:75]) #harry is a good boy  
print(a[0:]) #harry is a good boy  
print(a[:]) #harry is a good boy  
print(a[::]) #harry is a good boy  
print(len(a)) #19 #FIND STRING LENGTH  
print(a[4]) #y  
print(a[0:5:2]) #hry slicling with skiping   
print(a[0:19:1]) #harry is a good boy  
print(a[0::3]) #hriao y  
print(a[::-1]) *#yob doog a si yrrah*print(a[::-2]) *#ybdo iyrh*print(a[-19:]) *#harry is a good boy*print(a[-19:-1]) *#harry is a good bo*print(a[-7:]) *#ood boy*print(a[-19]) ***#h***

## **String Function**

**story = "once upon a time there was a youtuber named Harry who uploaded python course with notes Harry"**  
 String Functions

print(len(story)) #93  
print(story.endswith("notes")) #false  
print(story.count("c")) #2  
print(story.capitalize()) #Once upon a time there was a youtuber named harry who uploaded python course with notes harry  
print(story.find("upon")) #5

print(story.replace("Harry", "CodeWithHarry"))  
#once upon a time there was a youtuber named CodeWithHarry who uploaded python course with notes CodeWithHarry  
  
  
 **STRING FUNCTION**  
  
**a = "i am amarth patel i am from Vidisha"  
b= "a\tm\ta\tr\tt\tr\th"**  
#01  
print(a.capitalize()) #Converts the first character to upper case (I am amarth patel i am from vidisha)  
  
#02  
 print(a.casefold()) #Converts string into lower case (i am amarth patel i am from vidisha)  
  
#03  
 print(a.count("i")) #Returns the number of times a specified value occurs in a string (4)  
  
#04  
 print(a.encode()) #Returns an encoded version of the string (b'i am amarth patel i am from Vidisha')  
  
#05  
 print(a.endswith("Vidisha")) #Returns true if the string ends with the specified value (true)

#06  
 print(a.endswith("from")) #Returns true if the string ends with the specified value (false)  
  
#07  
 print(b.expandtabs(4)) #Sets the tab size of the string (a m a r t r h)  
  
#08  
 print(a.find("amarth")) #Searches the string for a specified value and returns the position of where it was found (5)  
  
#09  
 Formats specified values in a string

**c= "my name is {name} , i am {age}"**

print(c.format(name="amarth", age="23")) #(my name is amarth , i am 23)

**d="my name is {} , i am {}"**  
print(d.format("amarth","23")) #(my name is amarth , i am 23)

**e="my name is {0} , i am {1}"**  
print(e.format("amarth","23")) #(my name is amarth , i am 23)  
  
#10  
 print(a.index("amarth")) #searches the string for a specified value and returns the position of where it was found (5)  
  
**z= "iamamarthpatel1000"**  
  
#11  
 print(z.isalnum()) #Returns True if all characters in the string are alphanumeric means ,no space (true)  
print(a.isalnum()) #Returns True if all characters in the string are alphanumeric means ,no space (false)  
  
#12  
 print(z.isalpha()) #returns True if all characters in the string are in the alphabet ,no space (false)  
  
#13  
print(z.isascii()) #Returns True if all characters in the string are ascii characters (true)  
print(a.isascii()) #Returns True if all characters in the string are ascii characters (true)

**q= "\u0030"**  
  
#14  
print(q.isdecimal()) # Returns True if all characters in the string are decimals (true)  
  
**aa="123456789"**

#15  
 print(aa.isdigit()) #Returns True if all characters in the string are digits (true)  
  
  
#16  
 The isidentifier() method returns True if the string is a valid identifier, otherwise False.  
A string is considered a valid identifier if it only contains alphanumeric letters (a-z) and (0-9), or underscores (\_)  
A valid identifier cannot start with a number, or contain any spaces  
  
**a1 = "MyFolder"  
b1= "Demo002"  
c1 = "2bring"  
d1 = "my demo"**  
print(a1.isidentifier()) #true  
print(b1.isidentifier()) #true  
print(c1.isidentifier()) #false  
print(d1.isidentifier()) #false  
  
#17  
 islower() Returns True if all characters in the string are lower case

**a = "hello world!"  
b = "hello 123"  
c = "mynameisPeter"**  
print(a.islower()) #(true)  
print(b.islower()) #(true)  
print(c.islower()) #(FALSE)

#18  
isnumeric() Returns True if all characters in the string are numeric  
The isnumeric() method returns True if all the characters are numeric (0-9), otherwise False.  
Exponents like ² and ¾ are also considered to be numeric values."-1" and "1.5" are NOT considered numeric values, because all the characters in the string must be numeric, and the - and the . are not.  
  
**a = "\u0030" #unicode for 0 (TRUE)  
b = "\u00B2" #unicode for &sup2;(TRUE)  
c = "10km2" (false)  
d = "-1" (false)  
e = "1.5" (false)**  
print(a.isnumeric())  
print(b.isnumeric())  
print(c.isnumeric())  
print(d.isnumeric())  
print(e.isnumeric())  
  
#19  
The istitle() method returns True if all words in a text start with a upper case letter,  
AND the rest of the word are lower case letters, otherwise False.  
Symbols and numbers are ignored.

**a = "HELLO, AND WELCOME TO MY WORLD"  
b = "Hello"  
c = "22 Names"  
d = "This Is %'!?"**  
  
print(a.istitle()) false  
print(b.istitle()) true  
print(c.istitle()) true  
print(d.istitle()) true  
  
#20  
 isprintable() Returns True if all characters in the string are printable  
  
#21  
isspace() Returns True if all characters in the string are whitespaces

#22  
The isupper() method returns True if all the characters are in upper case, otherwise False.  
Numbers, symbols and spaces are not checked, only alphabet characters.

**a = "Hello World**  false  
**b = "hello 123"** false  
**c = "MY NAME IS PETER"** true  
print(a.isupper())  
print(b.isupper())  
print(c.isupper())  
  
  
  
#23  
 maketrans() used for mapping table that can be used with the translate() method.  
  
**a="abc"** #single string  
dict={"a":"1","b":"2","c":"3"}  
print(a.maketrans(dict)) #{97: '1', 98: '2', 99: '3'}  
  
**c="hello guys and welcome**" # single string  
dict2={"a":"1","u":"2"}  
print(c.maketrans(dict2)) #{97: '1', 117: '2'}  
  
**str="hello guys and welcome"  
str1="abcde"  
str2="12345"**  
print(str.maketrans(str1,str2)) #{97: 49, 98: 50, 99: 51, 100: 52, 101: 53}  
print(chr(97)) #a  
print(chr(49)) #1 interger representation  
  
**ss="hello guys$@ and welcome"  
s1="abcd"  
s2="1234"  
s3="$@"** #for delete  
print(ss.maketrans(s1,s2,s3)) #{97: 49, 98: 50, 99: 51, 100: 52, 40: None, 36: None, 64: None}  
print(chr(36)) #$  
print(chr(64)) #@  
print(chr(40)) #(

#24  
The translate() method returns a string where some specified characters are replaced  
#Use the maketrans() method to create a mapping table.  
#If a character is not specified in the dictionary/table, the character will not be replaced.  
  
**string="i am amarth patel from vidisha"**  
dictionary= string.maketrans("a","9")  
print(string.translate(dictionary)) #i 9m 9m9rth p9tel from vidish9  
  
**txt = "Hello Sam!"**  
mytable = txt.maketrans("S", "P")  
print(txt.translate(mytable)) #Hello Pam!  
  
**txt1 = "Good night Sam!"  
x = "mSa"  
y = "eJo"  
z = "odnght"** # this part delete  
mytable = txt1.maketrans(x, y, z)  
print(txt1.translate(mytable)) #G i Joe!  
  
  
  
#25  
 replace() method replaces a specified phrase with another specified phrase.  
a="i am amarth"  
print(a.replace("amarth","lucky")) #i am lucky  
  
#26  
 rfind() method finds the last occurrence of the specified value.  
print(a.rfind("h")) #10  
  
#27  
 split() method splits a string into a list.  
print(a.split()) #['i', 'am', 'amarth']  
  
#28  
 splitlines() method splits a string into a list.  
print(a.splitlines()) #['i am amarth']  
  
#29  
# startswith() method returns True if the string starts with the specified value,  
print(a.startswith("i")) #true

#30  
swapcase() method returns a string where all the upper case letters are lower case and vice versa.  
print(a.swapcase()) #I AM AMARTH chanage krdeta hai small letter ko big main, big ko small main  
  
#31  
# title() method returns a string where the first character in every word is upper case  
print(a.title()) #I Am Amarth  
  
#32  
 upper() method returns a string where all characters are in upper case  
  
#33  
 zfill() method adds zeros (0) at the beginning of the string, until it reaches the specified length.  
**z = "hello"  
x= "welcome to the jungle"  
c = "10.000"**  
print(z.zfill(10)) #00000hello  
print(x.zfill(29)) #00000000welcome to the jungle  
print(c.zfill(10)) #000010.000

## **List**

**Lists are used to store multiple items in a single variable. Like string , int, bool ,all.**

**Lists are created using square brackets [ ]**

a = [1, 2 , 4, 56, 6]

print(a) #[1 , 2, 4, 56, 6]

# Access using index using a[0], a[1], a[2]

print(a[2]) #4

# Change the value of list using

a[0] = 98

print(a) #[98, 2, 4, 56, 6]

# We can create a list with items of different types

c = [45, "Harry", False, 6.9]

print(c) #[45, 'Harry', False, 6.9]

## **List method**

#01

append() method appends(ADD) an element to the end of the list.

a = ["apple", "banana", "cherry"]

b = ["Ford", "BMW", "Volvo"]

a.append(b)

print(a) #['apple', 'banana', 'cherry', ['Ford', 'BMW', 'Volvo']]

c=[11,22,33,44]

a.append(c)

print(a) #['apple', 'banana', 'cherry', ['Ford', 'BMW', 'Volvo'], [11, 22, 33, 44]]

z=[1,2,3,4,5]

z.append(44)

print(z) #[1, 2, 3, 4, 5, 44]

#02

clear() method removes all the elements from a list.

q=["amarth",2]

q.clear()

print(q) #[]

#03

copy() method returns a copy of the specified list.

w=["apple", "banana", "cherry",2]

w.copy()

print(w) #['apple', 'banana', 'cherry', 2]

#04

count() method returns the number of elements with the specified value.

fruits = [1, 4, 2, 9, 7, 8, 9, 3, 1]

x = fruits.count(9)

print(x) #2

fruits1 = ["apple", "banana", "cherry"]

x1 = fruits1.count("cherry")

print(x1) #1

#05

extend() method adds the specified list elements to the end of the current list.

e = ['apple', 'banana', 'cherry',22]

r = ['Ford', 'BMW', 'Volvo']

e.extend(r)

print(e) #['apple', 'banana', 'cherry',22, 'Ford', 'BMW', 'Volvo']

#06

index() method returns the position at the first occurrence of the specified value.

t = ['apple', 'banana', 'cherry',22]

y=t.index("apple")

print(y) #0

u=[11,22,33,44,55]

r=u.index(55)

print(r) #4

#07

insert() method inserts the specified value at the specified position.

aa = ['apple', 'banana', 'cherry',22]

aa.insert(1,"amarth")

print(aa) #['apple', 'amarth', 'banana', 'cherry', 22]

#08

pop() method removes the element at the specified position.

ab = ['apple', 'banana', 'cherry',22]

ab.pop(1)

print(ab) #['apple', 'cherry', 22]

#09

remove() method removes the first occurrence of the element with the specified value

ac=['apple', 'banana', 'cherry',22]

ac.remove(22)

print(ac) #['apple', 'banana', 'cherry']

#10

reverse() method reverses the sorting order of the elements.

ad=['apple', 'banana', 'cherry',22]

ad.reverse()

print(ad) #[22, 'cherry', 'banana', 'apple']

#11

sort() method sorts the list ascending by default.You can also make a function to decide the sorting criteria(s)

reverse = reverse=True will sort the list descending. Default is reverse=False

key = A function to specify the sorting criteria(s)

ae=[1,4,32,5,6,76,767]

ae.sort()

print(ae) #[1, 4, 5, 6, 32, 76, 767]

cars = ['Ford', 'BMW', 'Volvo']

cars.sort()

print(cars) #['BMW', 'Ford', 'Volvo']

ad=[1,4,32,5,6,76,767]

ad.sort(reverse=True)

print(ad) #[767, 76, 32, 6, 5, 4, 1]

ae=[1,4,32,5,6,76,767]

ae.sort(reverse=False)

print(ae) #[1, 4, 5, 6, 32, 76, 767]

## Tuple

A tuple is a immutable (cannot change) data type

Creating a tuple using () parenthesis bracket

a=() - empty tuple

a =(1,) - tuple with only one element write this way

a=(1,2,3) - tuple with more than one element

b = (1,)

print(b) #(1,)

**two number swap**

a= 1

b=8

a,b=b,a

print(a,b) #8 1

**Type of Tuple**

#01

count() method returns the number of times a specified value appears in the tuple.

thistuple = (1, 3, 7, 8, 7, 5, 4, 6, 8, 5)

x = thistuple.count(5)

print(x) # 2

#02

The index() method finds the first occurrence of the specified value

thistuple2 = (1, 3, 7, 8, 7, 5, 4, 6, 8, 5)

x = thistuple2.index(8)

print(x) #8

## Set

**sets is a collection of non repetition word .  
means simply no repeat word**a=set() #empty set  
print(type(a)) #<class 'set'>  
  
a = {1, 3, 4, 5, 1}  
print(a) #{1, 3, 4, 5}  
  
  
  
# Creating an empty set  
b = set()  
print(type(b))

## Adding values to an empty set  
b.add(4)  
b.add(4)  
b.add(5)  
b.add(5 ) # Adding a value repeatedly does not changes a set  
b.add((4, 5, 6))  
print(b) #{4, 5, (4, 5, 6)}

add() Adds an element to the set

clear() Removes all the elements from the set

copy( ) Returns a copy of the set

difference() Returns a set containing the difference between two or more sets

difference\_update( ) Removes the items in this set that are also included in another, specified set

discard() Remove the specified item

intersection() Returns a set, that is the intersection of two or more sets

intersection\_update() Removes the items in this set that are not present in other, specified set(s)

isdisjoint() Returns whether two sets have a intersection or not

issubset() Returns whether another set contains this set or not

issuperset() Returns whether this set contains another set or not

pop() Removes an element from the set

remove() Removes the specified element

symmetric\_difference() Returns a set with the symmetric differences of two sets

symmetric\_difference\_update() inserts the symmetric differences from this set and another

union() Return a set containing the union of sets

update() Update the set with another set, or any other iterable

#01  
# add() method adds an element to the set  
fruits = {"apple", "banana", "cherry"}  
fruits.add("orange")  
print(fruits) #{'banana', 'cherry', 'orange', 'apple'}

#02  
The difference() method returns a set that contains the difference between two sets.  
Meaning: The returned set contains items that exist only in the first set, and not in both sets.  
  
x = {"apple", "banana", "cherry"}  
y = {"google", "microsoft", "apple"}  
z = x.difference(y)  
print(z) #{'banana', 'cherry'}  
  
#03  
The difference\_update() method removes the items that exist in both sets  
The difference\_update() method is different from the difference() method,  
because the difference() method returns a new set, without the unwanted items,   
and the difference\_update() method removes the unwanted items from the original set.  
  
x1 = {"apple", "banana", "cherry"}  
y1 = {"google", "microsoft", "apple"}  
x1.difference\_update(y1)  
print(x1) #{'cherry', 'banana'}  
  
#04  
#The pop() method removes a random item from the set.  
#This method returns the removed item.  
x22=x1.pop()  
print(x22) #banana

#05  
# remove() method removes the specified element from the set.  
xx={"aa","bb","cc"}  
xx.remove("aa")  
print(xx) #{'bb', 'cc'}

#06  
#union() method returns a set that contains all items from the original set, and all items from the specified set(s).  
x6 = {"a", "b", "c"}  
y6= {"f", "d", "a"}  
z6 = {"c", "d", "e"}  
result = x6.union(y6, z6)  
print(result) #{'e', 'b', 'f', 'a', 'c', 'd'}  
  
x66 = {"apple", "banana", "cherry"}  
y66 = {"google", "microsoft", "apple"}  
z66 = x.union(y66)  
print(z66) #{'apple', 'google', 'cherry', 'microsoft', 'banana'}  
  
#07  
#isdisjoint() method returns True if none of the items are present in both sets, otherwise it returns False.  
x7 = {"apple", "banana", "cherry"}  
y7 = {"google", "microsoft", "facebook"}  
z7= x.isdisjoint(y7)  
print(z7) #true  
x77 = {"apple", "banana", "cherry"}  
y77 = {"google", "microsoft", "cherry"}  
z77= x77.isdisjoint(y77)

print(z77) #false  
#08  
#intersection() method returns a set that contains the similarity between two or more sets.  
z88=x77.intersection(y77)  
print(z88) #{'cherry'}

## **DICTIONARY**
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**DICTIONARY IS COLLECTION OF KEY AND VALUE**

**aaa = {"NAME":"AMARTH","FROM":"VIDISHA","AGE" : "23","education":"graduate"}**  
D={}  
print(type(D)) #<class 'dict'>  
  
  
D1= {"NAME":"AMARTH","FROM":"VIDISHA","AGE":"23","education":"graduate"}  
print(D1["NAME"]) #AMARTH  
print(D1["AGE"]) #23  
print(D1) #{'NAME': 'AMARTH', 'FROM': 'VIDISHA', 'AGE': '23', 'education': 'graduate'}  
  
D2={"harry":"burger","rohan":"fish","ram":{"meggi","paneer","chole"}}  
D3={"harry":"burger","rohan":"fish","ram":{"a":"meggi","b":"paneer","c":"chole"}}  
print(D2["ram"]) #{'meggi', 'paneer', 'chole'} dictionary ke andar dictionary  
print(D3["ram"]["a"]) #meggi  
  
#01  
#clear() method removes all the elements from a dictionary.  
D1= {"NAME":"AMARTH","FROM":"VIDISHA","AGE":"23","education":"graduate"}  
D1.clear()  
print(D1) #{}

#02  
#Fromkeys() method returns a dictionary with the specified keys and the specified value.  
x = ('key1', 'key2', 'key3')  
y = "HEY"  
thisdict = dict.fromkeys(x, y)  
print(thisdict) #{'key1': 'HEY', 'key2': 'HEY', 'key3': 'HEY'}  
  
#03  
#update() - hota hai  
  
D4= {"NAME":"AMARTH","FROM":"VIDISHA","AGE":"23","education":"graduate"}  
D4["vidisha"]="MP"  
print(D4) #{'NAME': 'AMARTH', 'FROM': 'VIDISHA', 'AGE': '23', 'education': 'graduate', 'vidisha': 'MP'}  
  
D44= {"NAME":"AMARTH","FROM":"VIDISHA","AGE":"23","education":"graduate"}  
D44.update({"color": "White"})  
print(D44) #{'NAME': 'AMARTH', 'FROM': 'VIDISHA', 'AGE': '23', 'education': 'graduate', 'color': 'White'}  
  
#04  
#get() method returns the value of the item with the specified key.  
D5= {"NAME":"AMARTH","FROM":"VIDISHA","AGE":"23","education":"graduate"}  
X=D5.get("NAME")  
print(X) #AMARTH  
  
#05  
#keys() method returns VALUE OF the keys of the dictionary  
D6= {"NAME":"AMARTH","FROM":"VIDISHA","AGE":"23","education":"graduate"}  
Z=D6.keys()  
print(Z) #dict\_keys(['NAME', 'FROM', 'AGE', 'education'])

#06  
# value() return the value of value  
O=D6.values()  
print(O) #dict\_values(['AMARTH', 'VIDISHA', '23', 'graduate'])  
  
#07  
#The pop() method removes the specified item from the dictionary.  
D6.pop("NAME")  
print(D6) #{'FROM': 'VIDISHA', 'AGE': '23', 'education': 'graduate'*}*

clear() Removes all the elements from the dictionary

copy() Returns a copy of the dictionary

fromkeys() Returns a dictionary with the specified keys and value

get() Returns the value of the specified key

items() Returns a list containing a tuple for each key value pair

keys() Returns a list containing the dictionary's keys

pop() Removes the element with the specified key

popitem() Removes the last inserted key-value pair

setdefault() Returns the value of the specified key. If the key does not exist: insert the key, with the specified value

update() Updates the dictionary with the specified key-value pairs

values() Returns a list of all the values in the dictionary

## If , elif , else

- Sometime we want to play game on our phone if day is sunday  
 We go hiking if our parent allow.  
- In python programming to we must be able to execute instruction on a condition being met  
- if,elif,else are multiway decision taken by our programmer due to certain condition in our code .  
- there can we any number 0f elif satatement  
 last elif is executed only if all condition inside elif fail  
  
This technique is known as Ternary Operators, or Conditional Expressions.  
  
Python supports the usual logical conditions from mathematics:

Equals: a == b  
Not Equals: a != b  
Less than: a < b  
Less than or equal to: a <= b  
Greater than: a > b  
Greater than or equal to: a >= b  
  
Indentation - (whitespace at the beginning of a line print)  
  
#if  
a=10  
if(a<11):  
 print("yes") #yes  
  
a1 = 33  
b1 = 200  
if b1 > a1:  
 print("ok") #ok  
  
#elif  
elif is way of saying "if the previous conditions were not true, then try this condition".  
  
a2 = 33  
b2 = 33  
if b2 > a2:  
 print("b2 is greater than a2")  
elif a2 == b2:  
 print("a2 and b2 are equal") #a2 and b2 are equal  
  
#else  
else catches anything which isn't caught by the preceding conditions  
a3 = 200  
b3= 33  
if b3 > a3:  
 print("b3 is greater than a3")  
elif a3 == b3:  
 print("a3 and b3 are equal")  
else:  
 print("a3 is greater than b3") #a3 is greater than b3  
  
  
#short hand statement  
if a3 > b3: print("a3 is greater than b3") #a3 is greater than b3  
  
aa = 2000  
bb = 330  
print("A") if aa > bb else print("B") #A  
  
a1 = 330  
b1 = 330  
print("A") if a1 > b1 else print("=") if a1 == b1 else print("B")

# "and" and "or" keyword is a logical operator, and is used to combine conditional statements:

a = 200  
b = 33  
c = 500  
if a > b or c > a:  
 print("Both conditions are True") #Both conditions are True  
  
  
#You can have if statements inside if statements, this is called nested if statements.

x = 44  
if x > 10:  
 print("Above ten,")  
 if x > 20:  
 print("and also above 20!")  
 else:  
 print("but not above 20.")  
  
pass statement  
if statements cannot be empty, but if you for some reason have an if statement with no content,  
put in the pass statement to avoid getting an error.  
  
a = 33  
b = 200  
if b > a:  
 pass #blankk

#practice  
 #take input from keyboard  
  
v1=11  
v2=22  
v3=int(input())   
if v3>v2:  
 print("yes")  
else:  
 print("no")  
  
   
p1=2  
p2=4  
p3=int(input())  
if p3>p2:  
 print("hello world")  
elif p3==p2:  
 print("hey world")  
else:  
 print("getlost")  
  
  
# in , not in keyward  
list=[1,2,3]  
print(2 in list) #true  
if 2 in list:  
 print("ooyaa") # ooyaa  
  
if 5 not in list:  
 print("hahah") #hahah

## **Loop in Python FOR, WHILE**

**For Loop –**

A for loop is used for iterating (repeat something) over a sequence (that is either a list, a tuple, a dictionary, a set, or a string).

fruits = ["apple", "banana", "cherry"]

for x in fruits: apple

print(x) banana

cherry

**Looping Through a String c**

for x in "cat": a   
  print(x) t

**Break Statement**

With the break statement we can stop the loop before it has looped through all the items

fruits = ["apple", "banana", "cherry"]

for x in fruits:

print(x)

if x == "banana":

break # apple

banana

**Exit the loop when x is "banana", but this time the break comes before the print:**

fruits = ["apple", "banana", "cherry"]

for x in fruits:

if x == "banana":

break

print(x) #apple

**With the continue statement we can stop the current iteration of the loop, and continue with the next:**

fruits = ["apple", "banana", "cherry"]  
for x in fruits:  
  if x == "banana":  
    continue  
  print(x) apple

cherry

**range() Function**

To loop through a set of code a specified number of times, we can use the range() function.

#0

for x in range(3): 1  
  print(x) 2

for x in range(2, 6):  
  print(x)

for x in range(2, 30, 3):  
  print(x)

**Nested Loops**

A nested loop is a loop inside a loop.

The "inner loop" will be executed one time for each iteration of the "outer loop":

a = ["red", "big", "tasty"]  
fruits = ["apple", "banana", "cherry"]  
  
for x in a:  
  for y in fruits:  
    print(x, y)

output -

red apple  
red banana  
red cherry  
big apple  
big banana  
big cherry  
tasty apple  
tasty banana  
tasty cherry

**pass statement –**

for loops cannot be empty, but if you for some reason have a for loop with no content, put in the pass statement to avoid getting an error.

for x in [0, 1, 2]:  
  pass

**The while Loop**

With the while loop we can execute a set of statements as long as a condition is true.

Print i as long as i is less than 6:

i = 1  
while i < 6:  
  print(i)  
  i += 1

Note: remember to increment i, or else the loop will continue forever.

Exit the loop when i is 3:

i = 1  
while i < 6:  
  print(i)  
  if i == 3:  
    break  
  i += 1

Continue to the next iteration if i is 3:

i = 0  
while i < 6:  
  i += 1  
  if i == 3:  
    continue  
  print(i)

Print a message once the condition is false:

i = 1  
while i < 6:  
  print(i)  
  i += 1  
else:  
  print("i is no longer less than 6")

## **Operator**

## **Arithmetic operator**

print("5 + 5 = ", 5+5 ) #addition #25

print("5 - 5 = ", 5-5 ) #subtraction #0

print("5 \* 5 = ", 5\*5 ) #multiplication #25

print("155 / 44 = ", 155/44 ) #division #3.522727272727273

print("155 // 44 = ", 155//44 ) #floor division decimal ni deta #3

print("5 \*\* 2 = ", 5\*\*2 ) #exponentiation 5 ki power 2 #25

print("5 % 3 = ", 5 % 3 ) #modulus remainder deta hai #2

## **Assignment**

x = 5

x+=7

print(x) #12 add & assign

y=7

y-=5

print(y) #2 sub & assign

z=5

z\*=5

print(z) #25 multi % assign

a=2

a/=2

print(a) #1.0 division % assign

b=5

b\*\*=5

print(b) #3125 expo % assign

c=2

c//=2

print(c) #1 floor division % assign

d=3

d%=28

print(d) #3 modulus & assign

## **Comparision operator**

i = 5

print( i == 4) #false equal ==

print(i==5) #true equal ==

print(i != 4) #true not equal !=

print(i !=5) #false not equal !=

print(i > 4) #true greaterthan >

print(i < 6 ) #true lessthan <

lessthan or equal to <=

greatherthan or equal to >=

## **Logical operator**

and operator

return true if both statement are True

x=5

print(x<7 and x >4) # true 5 is smllerthn 7 and 5 is grtrthn 4 ,thts why its true

a= True

b= False

print(a and b) # FALSE

aa = False

BB= False

print(aa and bb) #False

**or operator**

retuen true if one statement are True

**not operator**

x = 5

print(not(x > 3 and x < 10)) #false

returns False because not is used to reverse the result

## **Identity operator**

is used to compare the variable data is same or not

is

x = ["apple", "banana"]

y = ["apple", "banana"]

z = x

print(x is z) #true

returns True because z is the same object as x

print(x is y) #false

returns False because x is not the same object as y, even if they have the same content

print(x == y) #true

to demonstrate the difference betweeen "is" and "==": this comparison returns True because x is equal to y

**is not**

x = ["apple", "banana"]

y = ["apple", "banana"]

z = x

print(x is not z) false

returns False because z is the same object as x

print(x is not y) true

returns True because x is not the same object as y, even if they have the same content

print(x != y) false

to demonstrate the difference betweeen "is not" and "!=": this comparison returns False because x is equal

## **Membership operator**

used if a sequence is present in object

in

x = ["apple", "banana"]

print("banana" in x)

returns True because a sequence with the value "banana" is in the list

in not

x = ["apple", "banana"]

print("pineapple" not in x)

returns True because a sequence with the value "pineapple" is not in the list """

**Bitwise operator**

## **Short Hand “if”**

a = int(input("enter a\n"))

b = int(input("enter b\n"))

print("a is bigger than b") if a>b else print("b is bigger than a ")

## **Function & Create**

## **Function**

A function is a block of code which only runs when it is called.

You can pass data, known as parameters, into a function.

A function can return data as a result

## **Creating a Function**

In Python a function is defined using the **“def” keyword:**

## **Doc String**

To open doc string file press ctrl and click on fuction

A Python docstring is a string used to document a Python module, class, function or method,

so programmers can understand what it does without having to read the details of the implementation.

user define function which is made by user

def function1():

print("hello you are in function 1")

function1() #hello you are in function 1

def function2(a,b):

print(a+b)

function2(1,4) #5

def function3(a,b):

average=(a+b)/2

print(average)

function3(5,7) #6.0

def function4(a,b):

average=(a+b)/2

return average # value store in variable aa main by typing return

aa = function4(5,7)

print(aa) # 6.0

def function3(a,b):

“ ""THIS IS A FUNCTION WHICH WILL CALCULATE AVERAGE OF TWO NUMBER""” - THIS IS DOC STRING

average=(a+b)/2

print(average)

function3(5,7)

## **Arguments (args)**

Information can be passed into functions as arguments.

Arguments are specified after the function name, inside the parentheses.

You can add as many arguments as you want, just separate them with a comma.

The following example has a function with one argument (fname).

When the function is called, we pass along a first name, which is used inside the function to print the full name

def my\_function(fname):

print(fname + " Refsnes")

my\_function("Emil") #Emil Refsnes

my\_function("Tobias") #Tobias Refnes

my\_function("Linus") #Linus Refnes

## **Number of Arguments**

By default, a function must be called with the correct number of arguments.

Meaning that if your function expects 2 arguments,you have to call the function with 2 arguments, not more, and not less.

Example

This function expects 2 arguments, and gets 2 arguments

def my\_function(fname, lname):

print(fname + " " + lname)

my\_function("Emil", "Refsnes") # Emil Refsnes

## **Arbitrary Arguments, \*args**

If you do not know how many arguments that will be passed into your function, add a \* before the parameter name in the function definition.

This way the function will receive a tuple of arguments, and can access the items accordingly:

Example

If the number of arguments is unknown, add a \* before the parameter name:

def my\_function(\*kids):

print("The youngest child is " + kids[2])

my\_function("Emil", "Tobias", "Linus" #Linus

Arbitrary Arguments are often shortened to \*args in Python documentations.

## Keyword Arguments

You can also send arguments with the key = value syntax.

This way the order of the arguments does not matter.

Example

def my\_function(child3, child2, child1):

print("The youngest child is " + child3)

my\_function(child1 = "Emil", child2 = "Tobias", child3 = "Linus") # The youngest child is linus

The phrase Keyword Arguments are often shortened to kwargs in Python documentations

## **Arbitrary Keyword Arguments, \*\*kwargs**

If you do not know how many keyword arguments that will be passed into your function,

add two asterisk: \*\* before the parameter name in the function definition.

Example

If the number of keyword arguments is unknown, add a double \*\* before the parameter name:

def my\_function(\*\*kid):

print("His last name is " + kid["lname"])

my\_function(fname = "Tobias", lname = "Refsnes") # His lat name is Refsnes

## **Default Parameter Value**

The following example shows how to use a default parameter value.

If we call the function without argument, it uses the default value:

Example

def my\_function(country = "Norway"):

print("I am from " + country)

my\_function("Sweden") # I am from Sweden

my\_function("India") #I am from India

my\_function() #I am from Norway

my\_function("Brazil") #I am from Brazil

## **Return Values**

To let a function return a value, use the return statement:

def my\_function(x):

return 5 \* x

print(my\_function(3)) #15

print(my\_function(5)) #25

print(my\_function(9)) #45

## **The Pass Statement**

function definitions cannot be empty, but if you for some reason have a function definition with no content,

put in the pass statement to avoid getting an error.

Example

def myfunction():

pass #

## **TRY EXCEPT**

**try**  block lets you test a block of code for errors.

**Except** block lets you handle the error.

**Else**  block lets you execute code when there is no error.

**Finally**  block lets you execute code, regardless of the result of the try- and except blocks

print("Enter number 1")

a = input()

print("Enter number 2")

b = input()

try:

print("the sum of these number is",int(a)+int(b))

except Exception as e :

print(e)

print("this line is very important")

**#output**

Enter number 1

e

Enter number 2

2

invalid literal for int() with base 10: 'e'

this line is very important

try:

print(x)

except NameError:

print("Variable x is not defined")

except:

print("Something else went wrong")

**output**

Variable x is not defined

#The try block will generate a NameError, because x is not defined:)

try:

print("Hello")

except:

print("Something went wrong")

else:

print("Nothing went wrong")

**output**

Hello

Nothing went wrong

The try block does not raise any errors, so the else block is executed:

## **Finally**

The finally block, if specified, will be executed regardless if the try block raises an error or not.

try:

print(x)

except:

print("Something went wrong")

finally:

print("The 'try except' is finished")

**output**

Something went wrong

The 'try except' is finished

## **Raise an exception**

As a Python developer you can choose to throw an exception if a condition occurs.

To throw (or raise) an exception, use the raise keyword.

Example

Raise an error and stop the program if x is lower than 0:

x = -1

if x < 0:

raise Exception("Sorry, no numbers below zero")

**output**

Traceback (most recent call last):

File "demo\_ref\_keyword\_raise.py", line 4, in <module>

raise Exception("Sorry, no numbers below zero")

Exception: Sorry, no numbers below zero

The raise keyword is used to raise an exception.

You can define what kind of error to raise, and the text to print to the user.

Example

Raise a TypeError if x is not an integer:

x = "hello"

if not type(x) is int:

raise TypeError("Only integers are allowed")

output

Traceback (most recent call last):

File "demo\_ref\_keyword\_raise2.py", line 4, in <module>

raise TypeError("Only integers are allowed")

TypeError: Only integers are allowed

## **File IO basics**

non volatile memory - file

volatle memory - ram

The key function for working with files in Python is the open() function.

**The open()** function takes two parameters; filename, and mode.

## **There are four different methods (modes) for opening a file:**

"r" - Read - Default value. Opens a file for reading, error if the file does not exist

"a" - Append - Opens a file for appending, creates the file if it does not exist (file ke end main add karna)

"w" - Write - Opens a file for writing, creates the file if it does not exist

"x" - Create - Creates the specified file, returns an error if the file exists

In addition you can specify if the file should be handled as binary or text mode

"t" - Text - Text mode defalut

"b" - Binary - Binary mode (e.g. images)

"+" - read and write (update file)

**Syntax**

To open a file for reading it is enough to specify the name of the file:

f = open("demofile.txt")

f = open("demofile.txt", "rt")

Because "r" for read, and "t" for text are the default values, you do not need to specify them.

## open a file

first we made a file ap.txt

"amarth patel is king

he is smart

thik hai "

f = open("ap.txt") #to open a file open() function use

c = f.read() #to read a file read() fuunction use

print(c)

f.close() #to close a file close() function use

**output**

amarth patel is king

he is smart

thik hai

f = open("ap.txt","rt") #rt text mode

c = f.read()

print(c)

**output**

amarth patel is king

he is smart

thik hai

thank you

f = open("ap.txt","rb") #rb binary mode

c = f.read()

print(c) #b'amarth patel is king\r\nhe is smart\r\nthik hai\r\nthank you\r\n'

## **Read Only Parts of the File**

by default the **read()** method returns the whole text, but you can also specify how many characters you want to return:

f = open("ap.txt","r")

c = f.read(6)

print(c) #amarth

## **Read Lines**

You can return one line by using the readline() method:

f = open("ap.txt","rt")

print(f.readline())

print(f.readline())

**output**

amarth patel is king

he is smart

By looping through the lines of the file, you can read the whole file, line by line:

f = open("ap.txt")

for x in f:

print(x)

output

he is smart

thik hai

thank you

f=open("ap.txt")

for x in f:

print(x,end="")

**output**

amarth patel is king

he is smart

thik hai

thank you

f = open("ap.txt")

c=f.readlines()

print(c) #['amarth patel is king\n', 'he is smart\n', 'thik hai\n', 'thank you\n'] #list

## **Write to an Existing File**

To write to an existing file, you must add a parameter to the open() function:

"a" - Append - will append to the end of the file

"w" - Write - will overwrite any existing content , creat if file is not exist

f=open("ap.txt","w") #ap.txt file create hogi

f.write("hey i am amarth")

f.close()

**output**

hey i am amarth

f=open("ap.txt","") #"a" appand , line add in end

f.write("\nok i am amarth")

f.close()

**output**

hey i am amarth

ok i am amarth

f=open("ap.txt","w")

a = f.write("hey i am amarth")

print(a) #15

f.close()

## **handle read and write both**

f=open("ap.txt","r+")

print(f.read())

f.write("thank you")

f.close()

**output**

hey i am amarth &

&

hey i am amarththank you ap.txt file main add hoga

## **Delete a File**

To delete a file, you must import the OS module, and run its os.remove() function:

Example

Remove the file "demofile.txt":

import os

os.remove("demofile.txt")

Check if File exist:

To avoid getting an error, you might want to check if the file exists before you try to delete it:

Example

Check if file exists, then delete it:

import os

if os.path.exists("demofile.txt"):

os.remove("demofile.txt")

else:

print("The file does not exist")

## Delete Folder

To delete an entire folder, use the os.rmdir() method:

Example

Remove the folder "myfolder":

import os

os.rmdir("myfolder")

**Note**: You can only remove empty folders. """

## **Tell() , seek()**

f=open("amarth","w")

f.write("hey i am amarth\niam from vidisha\ni am a student")

f.close()

"amarth" file is create

in file -

hey i am amarth

iam from vidisha

i am a student

f=open("amarth")

print(f.tell()) #0

print(f.readline()) #hey i am amarth

print(f.tell()) #17

print(f.readline()) #iam from vidisha

print(f.tell()) #35

print(f.readline()) #i am a student

f=open("amarth")

f.seek(9)

print(f.readline()) #amarth seek() read karta hai , 9 se read karega

f.close()

## **with block to open file**

using "**with"** to open a file

file- amarth

hey i am amarth

iam from vidisha

i am a student

with open ("amarth") as f:

a = f.readline()

print(a) #hey i am amarth

file-ap.txt

hey i am amarth

thank you

i am good

with open("ap.txt") as f:

print(f.read(3)) #hey

## Variable in detail , global variable

## **Variables**

Variables are containers for storing data values.

## Multiple Variables

Python allows you to assign values to multiple variables in one line:

x, y, z = "Orange", "Banana", "Cherry"

print(x) #Orange

print(y) #Banana

print(z) #Cherry

**Note:** Make sure the number of variables matches the number of values, or else you will get an error.

One Value to Multiple Variables

x = y = z = "Orange"

print(x) #Orange

print(y) #Orange

print(z) #Orange

## **Unpack a Collection**

If you have a collection of values in a list, tuple etc. Python allows you to extract the values into variables. This is called unpacking.

Example

Unpack a list:

fruits = ["apple", "banana", "cherry"]

x, y, z = fruits

print(x) apple

print(y) banana

print(z) cherry

## **Global Variables**

Variables that are created outside of a function (as in all of the examples above) are known as global variables.

Global variables can be used by everyone, both inside of functions and outside.

Example

Create a variable outside of a function, and use it inside the function

x = "awesome"

def myfunc():

print("Python is " + x)

myfunc() # Python is awesome

If you create a variable with the same name inside a function,

this variable will be local, and can only be used inside the function.

The global variable with the same name will remain as it was, global and with the original value.

Example

Create a variable inside a function, with the same name as the global variable

x = "awesome" #global variable

def myfunc(): #local variable

x = "fantastic"

print("Python is " + x)

myfunc()

print("Python is " + x)

**output**

Python is fantastic

Python is awesome

# example

a = 10

def myfun(n):

print(n+"i write this")

myfun("amarth ") # amarth i write this

a = 10 #global variable

def myfun(n):

a=5 #local variable

m=3 #local variable

print(a,m)

print(n+"i write this")

myfun("s")

**output**

5 3

si write this

## **Want to change global variable value**

l=10

def ok(n):

m=8

global l #global keyword

l = l +12

print(l,m)

ok(4) **output**- 22 8

def harry():

x=20

def rohan():

global x

x=12

print("b c r rohan", x)

rohan()

print("a c rohan", x)

harry()

**output**

vb c r rohan 20

a c rohan 20

## Recursion

Python also accepts function recursion, which means a defined function can call itself.  
Recursion is a common mathematical and programming concept.

It means that a function calls itself.  
This has the benefit of meaning that you can loop through data to reach a result.

means function ke andar function use karna

fACTORIal formula n! =n \* n-1 \* n-2 \* n-3.......1

def factorial(n): #function  
 """  
 :param n: Interger  
 :return: n\*n-1\*n-2\*n-3.......1  
 """  
  
 if n==1:  
 return 1  
 else:  
 return n \* factorial(n-1)  
number=int(input("Enter the number\n"))  
print(factorial(number))  
  
**output**  
input 5  
 120  
 5\*factorial(4)  
 5\*4 \* factorial(3)  
 5\*4\*3 \* factorial(2)  
 5\*4\*3\*2\*factorial(1)  
 5\*4\*3\*2\*1\*=120

**quiz**

fibonacci sequence -  
0 1 1 2 3 5 8 13 .............

def a(n):  
 if n == 1:  
 return 0  
 elif n==2:  
 return 1  
 else:  
 return a(n-1)+ a(n-2)  
nn=int(input("entr your number"))  
print(a(nn))

## **Lambda**

A lambda function is a small anonymous function.

A lambda function can take any number of arguments, but can only have one expression.

lambda function or create function are same

lambda function is used in , to create one line function:

def minus(x,y):

return x-y

print(minus(9,5)) #4

minus = lambda x,y:x-y

print(minus(9,5)) #4

x = lambda a : a + 10

print(x(5)) #15

x = lambda a, b : a \* b

print(x(5, 6)) #30

x = lambda a, b, c : a + b + c

print(x(5, 6, 2)) #13

def myfunc(n):

return lambda a : a \* n

mytripler = myfunc(3)

print(mytripler(11)) #33

def myfunc(n):

return lambda a : a \* n

mydoubler = myfunc(2)

mytripler = myfunc(3)

print(mydoubler(11)) #22

print(mytripler(11)) #33

## **Modules**

A module to be the same as a code library.

A file containing a set of functions you want to include in your application.

## Create a Module

To create a module just save the code you want in a file with the file extension .py

Save this code in a file named mymodule.py

def greeting(name):

print("Hello, " + name)

## Use a Module

Now we can use the module we just created, by using the import statement:

Example

Import the module named mymodule, and call the greeting function:

import mymodule

mymodule.greeting("Jonathan") #Hello, Jonathan

## Variables in Module

The module can contain functions, as already described, but also variables of all types (arrays, dictionaries, objects etc):

Example

Save this code in the file mymodule.py

person1 = {

"name": "John",

"age": 36,

"country": "Norway"

}

Import the module named mymodule, and access the person1 dictionary:

import mymodule

a = mymodule.person1["age"]

print(a) #36

## Re-naming a Module

You can create an alias when you import a module, by using the as keyword:

Example

Create an alias for mymodule called mx:

import mymodule as mx

a = mx.person1["age"]

print(a) #36

## **Import From Module**

You can choose to import only parts from a module, by using the from keyword.

Example

The module named mymodule has one function and one dictionary:

def greeting(name):

print("Hello, " + name)

person1 = {

"name": "John",

"age": 36,

"country": "Norway"

}

Example

Import only the person1 dictionary from the module:

from mymodule import person1

print (person1["age"]) #36

## **Random Module**

## F String

f-Strings: A New and Improved Way to Format Strings in Python

f = F means FAST

name = "Eric"

age = 74

a= f"Hello, {name}. You are {age}."

print(a)

**OUTPUT** - 'Hello, Eric. You are 74.'

**It would also be valid to use a capital letter F:**

F"Hello, {name}. You are {age}."

'Hello, Eric. You are 74.

a= "amarth"

b=7

c=F"THIS IS {a} my NUMBER IS {b}"

print(c) #THIS IS amarth my NUMBER IS 7

import math

a= "amarth"

b=7

c=F"THIS IS {a} my NUMBER IS {b} {math.cos(7)} "

print(c) #THIS IS amarth my NUMBER IS 7 0.7539022543433046

a= "amarth"

b=7

c=F"THIS IS {a} my NUMBER IS {b} {5\*8} "

print(c) #THIS IS amarth my NUMBER IS 7 40

## String formatting

The **format()** method formats the specified value(s) and insert them inside the string's placeholder.

The **placeholder** is defined using curly brackets: {}

The placeholders can be identified using named indexes {price}, numbered indexes {0}, or even empty placeholders {}.

**Syntax**

string.format(value1, value2...)

**Parameter Values**

value1, value2... Required. One or more values that should be formatted and inserted in the string.

The values are either a list of values separated by commas, a key=value list, or a combination of both.

txt1 = "My name is {fname}, I'm {age}".format(fname = "John", age = 36)  
txt2 = "My name is {0}, I'm {1}".format("John",36)  
txt3 = "My name is {}, I'm {}".format("John",36)

**output-**

My name is John, I'm 36

My name is John, I'm 36

My name is John, I'm 36

:< Left aligns the result (within the available space)

:> Right aligns the result (within the available space)

:^ Center aligns the result (within the available space)

:= Places the sign to the left most position

:+ Use a plus sign to indicate if the result is positive or negative

:- Use a minus sign for negative values only

: Use a space to insert an extra space before positive numbers

:, Use a comma as a thousand separator

:\_ Use a underscore as a thousand separator

:b Binary format

:c Converts the value into the corresponding unicode character

:d Decimal format

:e Scientific format, with a lower case e

:E Scientific format, with an upper case E

:f Fix point number format

:F Fix point number format, in uppercase format (show inf and nan as INF and NAN)

:g General format

:G General format (using a upper case E for scientific notations)

:o Octal format

:x Hex format, lower case

:X Hex format, upper case

:n Number format

:% Percentage format

Add a placeholder where you want to display the price:

price = 49  
txt = "The price is {} dollars"  
print(txt.format(price))

output- The price is 49 dollars

**Multiple Values**

If you want to use more values, just add more values to the format() method:

print(txt.format(price, itemno, count))

And add more placeholders:

quantity = 3  
itemno = 567  
price = 49  
myorder = "I want {} pieces of item number {} for {:.2f} dollars."  
print(myorder.format(quantity, itemno, price))

**output -** I want 3 pieces of item number 567 for 2.00 dollars.

You can use index numbers (a number inside the curly brackets {0}) to be sure the values are placed in the correct placeholders:

quantity = 3  
itemno = 567  
price = 49  
myorder = "I want {0} pieces of item number {1} for {2:.2f} dollars."  
print(myorder.format(quantity, itemno, price))

output- I want 3 pieces of item number 567 for 49.00 dollars.

age = 36  
name = "John"  
txt = "His name is {1}. {1} is {0} years old."  
print(txt.format(age, name))

output- His name is John. John is 36 years old.

myorder = "I have a {carname}, it is a {model}."  
print(myorder.format(carname = "Ford", model = "Mustang"))

output- I have a Ford, it is a Mustang.

## Enumerate function

The enumerate() method adds a counter to an iterable and returns it (the enumerate object).

languages = ['Python', 'Java', 'JavaScript']

enumerate\_prime = enumerate(languages)

# convert enumerate object to list

print(list(enumerate\_prime))

**Output** : [(0, 'Python'), (1, 'Java'), (2, 'JavaScript')]

**Syntax of enumerate()**

The syntax of enumerate() is:

**enumerate(iterable, start=0)**

enumerate() method takes two parameters:

iterable - a sequence, an iterator, or objects that supports iteration

start (optional) - enumerate() starts counting from this number. If start is omitted, 0 is taken as start.

You can convert enumerate objects to list and tuple using list() and tuple() method respectively.

Example 1: How enumerate() works in Python?

grocery = ['bread', 'milk', 'butter']

enumerateGrocery = enumerate(grocery)

print(type(enumerateGrocery))

# converting to list

print(list(enumerateGrocery))

# changing the default counter

enumerateGrocery = enumerate(grocery, 10)

print(list(enumerateGrocery))

**Output**

<class 'enumerate'>

[(0, 'bread'), (1, 'milk'), (2, 'butter')]

[(10, 'bread'), (11, 'milk'), (12, 'butter')]

Example 2: Looping Over an Enumerate object

grocery = ['bread', 'milk', 'butter']

for item in enumerate(grocery):

print(item)

for count, item in enumerate(grocery):

print(count, item)

for count, item in enumerate(grocery, 100):

print(count, item)

**Output**

(0, 'bread')

(1, 'milk')

(2, 'butter')

0 bread

1 milk

2 butter

100 bread

101 milk

102 butter

## If\_\_name\_\_==’\_\_main\_\_’

is used to import only function not contant .

example -

first we made tutmain1 file and tutmain2 file .

than we made function in tutmain1 file and write code and execute code .

but we only want to use function , not content(code)

we use **if\_\_name\_\_==\_\_main\_\_**

#example -

tutmain1.py file

def printhar(string):

return f"ye string harry ko dede {string}"

def add(num1,num2):

return num1+num2+5

print(printhar("harry1"))

o = add(4,6) #ye string harry ko dede harry1

print(o) #15

tutmain2 file

import tutmain1

print(tutmain1.add(5,3))

**output\_**

ye string harry ko dede harry1

15

13

In tutmain2 , the content of tutmain1 also execute . to prevent this

we use **if\_\_name\_\_==\_main\_\_**

**the right way -**

tutmain1 file -

def printhar(string):

return f"ye string harry ko dede {string}"

def add(num1,num2):

return num1+num2+5

print("and the name is", \_\_name\_\_)

if \_\_name\_\_ == '\_\_main\_\_': #type main and enter

print(printhar("harry1"))

o = add(4,6)

print(o)

**output-**

and the name is \_\_main\_\_

ye string harry ko dede harry1

15

tutmain2 file

import tutmain1

print(tutmain1.add(5,3))

**output-**

and the name is tutmain1

13

## Join()

a= ["amarth","rahul","shreya","mahak","kat","virat"]

b= ",".join(a)

c=" and ".join(a)

d="-".join(a)

print(b)

print(c)

print(d)

**output -**

amarth,rahul,shreya,mahak,kat,virat

amarth and rahul and shreya and mahak and kat and virat

amarth-rahul-shreya-mahak-kat-virat

## map()

The **map() function** executes a specified function for each item in an iterable. The item is sent to the function as a parameter.

**Syntax**

map(function, iterables)

**Parameter Values**

Parameter Description

function Required. The function to execute for each item

iterable Required. A sequence, collection or an iterator object. You can send as many iterables as you like, just make sure the function has one parameter for each iterable.

def myfunc(n):  
  return len(n)  
  
x = map(myfunc, ('apple', 'banana', 'cherry'))

print (list(x))

**output -**

<map object at 0x056D44F0>

[5, 6, 6]

def myfunc(a, b):  
  return a + b  
x = map(myfunc, ('apple', 'banana', 'cherry'), ('orange', 'lemon', 'pineapple'))

print(list(x))

**output -**

<map object at 0x034244F0>

['appleorange', 'bananalemon', 'cherrypineapple']

def seq(a):

return a\*a

numbers = [2,3,5,4,8,7,9,5,4,5]

square=list(map(seq,numbers))

print(square) # [4, 9, 25, 16, 64, 49, 81, 25, 16, 25]

numbers = [2,3,5,4,8,7,9,5,4,5]

square=list(map(lambda x:x\*x,numbers)) # [4, 9, 25, 16, 64, 49, 81, 25, 16, 25]

## filter ()

The filter() function returns an iterator were the items are filtered through a function to test if the item is accepted or not.

Syntax

Filter (function, iterable)

Parameter Values

Parameter Description

function A Function to be run for each item in the iterable

iterable The iterable to be filtered

k=[4,7,8,9,5,5,5,5,5,8,4,12,56,444,62,6,65,5]

def a(num):

return num>5

b = list(filter(a,k))

print(b)

**output-**

[7, 8, 9, 8, 12, 56, 444, 62, 6, 65]

ages = [5, 12, 17, 18, 24, 32]

def myFunc(x):

if x < 18:

return False

else:

return True

a=list(filter(myFunc,ages))

print(a) # [18, 24, 32]

adults = filter(myFunc, ages)

for x in adults:

print(x)

**output-**

18

24

32

## Reduce()

The reduce(fun,seq) function is used to apply a particular function passed in its argument to all of the list elements mentioned in the sequence passed along.

This function is defined in “functools” module.

Working :

-At first step, first two elements of sequence are picked and the result is obtained.

-Next step is to apply the same function to the previously attained result and the number just succeeding the second element and the result is again stored.

-This process continues till no more elements are left in the container.

-The final returned result is returned and printed on console.

import functools # importing functools for reduce()

lis = [1, 3, 5, 6, 2, ] # initializing list

print ("The sum of the list elements is : ", end="")

print (functools.reduce (lambda a, b: a+b, lis))

**output -** The sum of the list elements is : 17

# using reduce to compute maximum element from list

print("The maximum element of the list is : ", end="")

print(functools.reduce(lambda a, b: a if a > b else b, lis))

**output-** The maximum element of the list is : 6

# python code to demonstrate working of reduce()

# using operator functions

# importing functools for reduce()

**import** functools

# importing operator for operator functions

**import** operator

# initializing list

lis **=** [1, 3, 5, 6, 2, ]

# using reduce to compute sum of list

# using operator functions

**print**("The sum of the list elements is : ", end**=**"")

print(functools.reduce(operator.add, lis))

# using reduce to compute product

# using operator functions

print("The product of list elements is : ", end**=**"")

print(functools.reduce(operator.mul, lis))

# using reduce to concatenate string

print("The concatenated product is : ", end**=**"")

print(functools.reduce(operator.add, ["geeks", "for", "geeks"]))

output –

The sum of the list elements is : 17

The product of list elements is : 180

The concatenated product is : geeksforgeeks

## Decorator

Decorators are a very powerful and useful tool in Python since it allows programmers to modify the behaviour of a function or class. Decorators allow us to wrap another function in order to extend the behaviour of the wrapped function, without permanently modifying it. But before diving deep into decorators let us understand some concepts that will come in handy in learning the decorators.

**First Class Objects**

In Python, functions are first class objects which means that functions in Python can be used or passed as arguments.

A function is an instance of the Object type.

You can store the function in a variable.

You can pass the function as a parameter to another function.

You can return the function from a function.

You can store them in data structures such as hash tables, lists, …

Consider the below examples for better understanding.

**Example 1: Treating the functions as objects.**

# Python program to illustrate functions

# can be treated as objects

def shout(text):

return text.upper()

print(shout('Hello')) #HELLO

yell = shout

print(yell('Hello')) #HELLO

Example 2: Passing the function as an argument

# Python program to illustrate functions

# can be passed as arguments to other functions

def shout(text):

return text.upper()

def whisper(text):

return text.lower()

def greet(func):

# storing the function in a variable

greeting = func("""Hi, I am created by a function passed as an argument.""")

print (greeting)

greet(shout)

greet(whisper)

Output:

HI, I AM CREATED BY A FUNCTION PASSED AS AN ARGUMENT.

hi, i am created by a function passed as an argument.

**Example 3: Returning functions from another function**.

# Python program to illustrate functions

# Functions can return another function

def create\_adder(x):

def adder(y):

return x+y

return adder

add\_15 = create\_adder(15)

print(add\_15(10))

**Output:**

25

**Decorators**

As stated above the decorators are used to modify the behaviour of function or class. In Decorators, functions are taken as the argument into another function and then called inside the wrapper function.

**Syntax for Decorator:**

@gfg\_decorator

def hello\_decorator():

print("Gfg")

Above code is equivalent to -

def hello\_decorator():

print("Gfg")

hello\_decorator = gfg\_decorator(hello\_decorator)

|  |
| --- |
| **# defining a decorator**  **def** hello\_decorator(func):      **def** inner1():          print("Hello, this is before function execution")              func()            print("This is after function execution")    **return** inner1      **def** function\_to\_be\_used():  **print**("This is inside the function !!")      # passing 'function\_to\_be\_used' inside the  # decorator to control its behaviour  function\_to\_be\_used **=** hello\_decorator(function\_to\_be\_used)      # calling the function  function\_to\_be\_used() |

**Output:**

Hello, this is before function execution

This is inside the function !!

This is after function execution

def function1():

print("subscribe now")

func2=function1

func2() #subscribe now

def fun(aa):

if aa==0:

return print

if aa==11:

return sum

a=fun(0)

print(a) #<built-in function print>

a=fun(11)

print(a) #<built-in function sum>

def executor(func):

func("okokok")

executor(print) #okokok

|  |
| --- |
| def dec1(func1):  def dec1(func1):  def nowexec():  print("Executing now")  func1()  print("Executed")  return nowexec  @dec1  def who\_is\_harry():  print("Harry is a good boy")  who\_is\_harry()  **output –**  Executing now  Harry is a good boy  Executed |

def dec1(func1):

def nowexec():

print("Executing now")

func1()

print("Executed")

return nowexec

def who\_is\_harry():

print("Harry is a good boy")

who\_is\_harry = dec1(who\_is\_harry)

who\_is\_harry()

**output –**

Executing now

Harry is a good boy

Executed

## OOPs concepts in python

The main concept of OOPs is to bind the data and the functions that work on that together as a single unit so that no other part of the code can access this data.

Main Concepts of Object-Oriented Programming (OOPs)

* Class
* Objects
* Polymorphism
* Encapsulation
* Inheritance
* Data Abstraction

![](data:image/png;base64,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)

## CLASS (OOPs)

A class is a collection of objects.

A class contains the blueprints or the prototype from which the objects are being created.

It is a logical entity that contains some attributes and methods.

Class = Template hota hai .

class Dog:

pass

we have created a class named “dog” using the “class” keyword.

## OBJECT (OOPs)

The object is an entity that has a state and behavior associated with it.

Object = instance of class .

To understand the state, behavior, and identity let us take the example of the class dog (explained above).

* The identity can be considered as the name of the dog.
* State or Attributes can be considered as the breed, age, or color of the dog.
* The behavior can be considered as to whether the dog is eating or sleeping.

Creating a object

obj = Dog()

create an object named “obj” of the class “Dog”

class student : #we made a class called STUDENT

pass

harry=student() #we made object called harry

larry=student() #we made object called larry

harry.name="harry" #instance variable of harry

harry.age=23 #instance variable of harry

harry.std=12 #instance variable of harry

larry.section="c" #instance variable of larry

larry.sub=["hindi","english","maths"] #instance variable of larry

print(harry.name , larry.sub ,harry.age,harry.name)

**output** - harry ['hindi', 'english', 'maths'] 23 harry

## Instance variable and class variable(OOPs)

class Employee: #we create a class called Employee

no\_of\_leaves=8 #we create a class variable

pass

harry = Employee() #we create object called harry

rohan =Employee() #we create object called rohan

harry.name="harry" # instance variable of harry

harry.salary=455 # instance variable of harry

harry.role="instructor" # instance variable of harry

rohan.name="rohan" #instance variable of rohan

rohan.salary=4566 #instance variable of rohan

rohan.role="student" #instance variable of rohan

print(Employee.no\_of\_leaves) #8

print(harry.no\_of\_leaves) #8

rohan.no\_of\_leaves=9

print(rohan.\_\_dict\_\_)

output - {'name': 'rohan', 'salary': 4566, 'role': 'student', 'no\_of\_leaves': 9}

Employee.no\_of\_leaves=10

print(Employee.\_\_dict\_\_)

output - {'\_\_module\_\_': '\_\_main\_\_', 'no\_of\_leaves': 10, '\_\_dict\_\_': <attribute '\_\_dict\_\_' of 'Employee'

objects>, '\_\_weakref\_\_': <attribute '\_\_weakref\_\_' of 'Employee' objects>, '\_\_doc\_\_': None}

## Self Keyword (OOPs)

self represents the instance of the class.

class Employee:

no\_of\_leaves=8

def printdetails(self): #we create a method called printdetails

return f"Name is {self.name} Salary is {self.salary} and role is {self.role}"

harry = Employee()

rohan =Employee()

harry.name="harry"

harry.salary=455

harry.role="instructor"

rohan.name="rohan"

rohan.salary=4566

rohan.role="student"

print(rohan.printdetails())

**output** - Name is rohan Salary is 4566 and role is student

print(harry.printdetails())

**output** - Name is harry Salary is 455 and role is instructor

## \_\_init\_\_ method constructor (OOPs)

class Employee:  
  
 def \_\_init\_\_(self,a\_name , a\_salary , a\_role):  
 self.name= a\_name  
 self.salary= a\_salary  
 self.role= a\_role  
  
harry=Employee("HARRY","1500","SCIENTIST")

print(harry.salary) #1500  
print(harry.role) #SCIENTIST  
print(harry.name) #HARRY

## Class method (OOPs)

 it can modify a class variable that will be applicable to all the instances.

class Employee:  
 no\_of\_leaves = 8

def \_\_init\_\_(self,a\_name , a\_salary , a\_role):

self.name= a\_name  
 self.salary= a\_salary  
 self.role= a\_role

@classmethod #change class variable  
 def change\_leaves(cls,newLeaves):  
 cls.no\_of\_leaves=newLeaves  
  
  
harry=Employee  
harry.change\_leaves(50)  
print(harry.no\_of\_leaves) *#50*

## Class method as alternative constructors (OOPs)

class Employee:  
 no\_of\_leaves = 8  
  
 def \_\_init\_\_(self,a\_name , a\_salary , a\_role):

self.name= a\_name  
 self.salary= a\_salary  
 self.role= a\_role  
  
 @classmethod

def from\_str(cls,string):

*# return cls(\*string.split("-")) #u can write shortly to*

a=string.split("-")  
 return cls(a[0],a[1],a[2])  
  
karan=Employee.from\_str("karan-1200-student")  
  
print(karan.no\_of\_leaves) *#8*

print(karan.salary) #1200

## Static method decorator (OOPs)

We generally use static methods to create utility functions.

class Employee:  
 no\_of\_leaves = 8  
  
 def \_\_init\_\_(self,a\_name , a\_salary , a\_role):  
 self.name= a\_name  
 self.salary= a\_salary  
 self.role= a\_role  
  
 @classmethod  
 def from\_str(cls,string):  
 return cls(\*string.split("-")) *#u can write shortly to* @staticmethod  
 def printgood(string):  
 print("this is good "+ string)  
  
karan=Employee.from\_str("karan-1200-student")  
  
karan.printgood ("harry") *#this is good harry*

**In the below example we use a static method to check if a person is an adult or not.**

from datetime import date

class Person:

def \_\_init\_\_(self, name, age):

self.name = name

self.age = age

@classmethod

def fromBirthYear(cls, name, year):

return cls(name, date.today().year - year)

# a static method to check if a Person is adult or not.

@staticmethod

def isAdult(age):

return age > 18

person1 = Person('mayank', 21)

person2 = Person.fromBirthYear('mayank', 1996)

print(person1.age) #21

print(person2.age) #25

print(Person.isAdult(22)) #True

## The difference between the [Class method and the static method](https://www.geeksforgeeks.org/class-method-vs-static-method-python/) (OOPs) :

* A class method takes cls as the first parameter while a static method needs no specific parameters.
* A class method can access or modify the class state while a static method can’t access or modify it.
* In general, static methods know nothing about the class state. They are utility-type methods that take some parameters and work upon those parameters. On the other hand class methods must have class as a parameter.
* We use @classmethod decorator in python to create a class method and we use @staticmethod decorator to create a static method in python.

## **Data Abstraction  (OOPs)**

It hides the unnecessary code details from the user.

Also, when we do not want to give out sensitive parts of our code implementation and this is where data abstraction came.

Data Abstraction in Python can be achieved through creating **abstract classes.**

## Encapsulation (OOPs)

Encapsulation is a programming technique that binds the class members (variables and methods) together and prevents them from being accessed by other classes.
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## Inheritance (OOPs)

Inheritance is the capability of one class to derive or inherit the properties from another class.

The class that derives properties is called the derived class or child class and the class from which the properties are being derived is called the base class or parent class.

The benefits of inheritance are:

* It provides the reusability of a code. We don’t have to write the same code again and again.
* Also, it allows us to add more features to a class without modifying it.
* It is transitive in nature, which means that if class B inherits from another class A, then all the subclasses of B would automatically inherit from class A.

**Types of Inheritance –**

**Single Inheritance**

**Multilevel Inheritance**

**Hierarchical Inheritance:**

**Multiple Inheritance:**

**Single Inheritance**

When a class inherits another class, it is known as a single inheritance

Single-level inheritance enables a derived class to inherit characteristics from a single-parent class.

( Single inheritance- One class inherit with only one class )

SINGLE INHERITANCE

class Employee:  
 no\_of\_leaves = 8  
  
 def \_\_init\_\_(self,aname,asalary,arole):  
 self.name=aname  
 self.salary=asalary  
 self.role=arole  
  
  
 def prinntdetails(self):  
 return f"the name is {self.name} . salary is {self.salary} . role is {self.role}"  
  
 @classmethod  
 def change\_leaves(cls,newleaves):  
 cls.no\_of\_leaves=newleaves  
 @classmethod  
 def fromdash(cls,string):  
 return cls(\*string.split("-"))

class Programmer(Employee):  
 def \_\_init\_\_(self,aname,asalary,arole,alanguages):  
 self.name = aname  
 self.salary = asalary  
 self.role = arole  
 self.languages=alanguages  
  
  
 def printpro(self):  
 return f"the programmers name is {self.name} . salary is {self.salary} " \  
 f". role is {self.role} . the languages are {self.languages}"  
  
  
  
harry=Employee("HARRY",255,"INSTRUCTOR")  
rOHAN=Employee("rohan",455,"student")  
shubham=Programmer("SHUBHAM",555,"PROGRAMMER",["python"])  
kARAN=Programmer("KARAN", 777,"PROGRAMMER",["python","c"])  
  
print(kARAN.printpro())  
print(kARAN.prinntdetails())  
print(harry.prinntdetails())  
  
output  
the programmers name is KARAN . salary is 777 . role is PROGRAMMER . the languages are ['python', 'c']  
the name is KARAN . salary is 777 . role is PROGRAMMER  
the name is HARRY . salary is 255 . role is INSTRUCTOR

MULTIPLE INHERITANCE

Multiple level inheritance enables one derived class to inherit properties from more than one base class.

class Employee:  
 no\_of\_leaves = 8  
   
 def \_\_init\_\_(self,aname,asalary,arole):  
 self.name=aname  
 self.salary=asalary  
 self.role=arole  
  
  
 def prinntdetails(self):  
 return f"the name is {self.name} . salary is {self.salary} . role is {self.role}"  
  
 @classmethod  
 def change\_leaves(cls,newleaves):  
 cls.no\_of\_leaves=newleaves  
 @classmethod  
 def fromdash(cls,string):  
 return cls(\*string.split("-"))  
 @staticmethod  
 def printgood(string):  
 print("this is good"+ string)  
  
class Player:  
 no\_of\_games=4  
   
 def \_\_init\_\_(self,name,game):  
 self.name=name  
 self.game=game  
  
 def prinntdetails(self):  
 return f"the name is {self.name} . game is {self.game}"  
  
class Coolprogrammer(Employee,Player):  
 language="c++"  
   
 def printlanguage(self):  
 print(self.language)  
  
shubham=Player("SHUABHAM",["CRICKET"])  
  
karan=Coolprogrammer("KARAN",55555,"COOLPROG")  
a=karan.prinntdetails()  
karan.printlanguage()  
print(a)  
  
**output**  
c++  
the name is KARAN . salary is 55555 . role is COOLPROG

**Multilevel Inheritance**

Multi-level inheritance enables a derived class to inherit properties from an immediate parent class which in turn inherits properties from his parent class.

|  |
| --- |
| class Dad:  basketball=1  class Son(Dad):  dance=1  def isdance(self):  return f"Yes i dance {self.dance} no of times"  class Grandson(Son):  dance=6  def isdance(self):  return f"Yes i dance awesomely {self.dance} no of times"  darry = Dad() larry= Son() harry=Grandson()  print(harry.isdance()) #Yes i dance awesomely 6 no of timesprint(harry.basketball) #1 |

## Access Modifiers in Python : Public, Private and Protected (OOPs)

* Python control access modifications which are used to restrict access to the variables and methods of the class
* Python uses ‘\_’ (underscore) symbol to determine the access control for a specific data member or a member function of a class
* Access specifiers in Python have an important role to play in securing data from unauthorized access.

**A Class in Python has three types of access modifiers:**

* **Public Access Modifier**
* **Protected Access Modifier**
* **Private Access Modifier**

Public Access Modifier

The members of a class that are declared public are easily accessible from any part of the program.

**class** Geek:

     # constructor

**def** \_\_init\_\_(self, name, age):

           # public data members

           self.geekName **=** name

           self.geekAge **=** age

     # public member function

**def** displayAge(self):

           # accessing public data member

           print("Age: ", self.geekAge)

# creating object of the class

obj **=** Geek("R2J", 20)

# accessing public data member

**print**("Name: ", obj.geekName)

# calling public member function of the class

obj.displayAge()

**Output:**

Name: R2J

Age: 20

In the above program, geekName and geekAge are public data members and displayAge() method is a public member function of the class Geek. These data members of the class Geek can be accessed from anywhere in the program.

Protected Access Modifier

The members of a class that are declared protected are only accessible to a class derived from it.

Data members of a class are declared protected by adding a single underscore ‘\_’ symbol before the data member of that class.

|  |
| --- |
| # super class  **class** Student:         # protected data members       \_name **=** None       \_roll **=** None       \_branch **=** None         # constructor  **def** \_\_init\_\_(self, name, roll, branch):            self.\_name **=** name            self.\_roll **=** roll            self.\_branch **=** branch         # protected member function  **def** \_displayRollAndBranch(self):              # accessing protected data members            print("Roll: ", self.\_roll)            print("Branch: ", self.\_branch) |

|  |
| --- |
| # derived class  **class** Geek(Student):           # constructor  **def** \_\_init\_\_(self, name, roll, branch):                  Student.\_\_init\_\_(self, name, roll, branch)           # public member function  **def** displayDetails(self):      # accessing protected data members of super class  **print**("Name: ", self.\_name)     # accessing protected member function of super class                  self.\_displayRollAndBranch()    # creating objects of the derived class  obj **=** Geek("R2J", 1706256, "Information Technology")    # calling public member functions of the class  obj.displayDetails()  **Output:**  Name: R2J  Roll: 1706256  Branch: Information Technology |

In the above program, \_name, \_roll, and \_branch are protected data members and \_displayRollAndBranch() method is a protected method of the super class Student. The displayDetails() method is a public member function of the class Geek which is derived from the Student class, the displayDetails() method in Geek class accesses the protected data members of the Student class.

Private Access Modifier

The members of a class that are declared private are accessible within the class only, private access modifier is the most secure access modifier. Data members of a class are declared private by adding a double underscore ‘\_\_’ symbol before the data member of that class.

|  |  |  |
| --- | --- | --- |
| **class** Geek:         # private members       \_\_name **=** None       \_\_roll **=** None       \_\_branch **=** None         # constructor  **def** \_\_init\_\_(self, name, roll, branch):            self.\_\_name **=** name            self.\_\_roll **=** roll            self.\_\_branch **=** branch         # private member function  **def** \_\_displayDetails(self):               # accessing private data members             print("Name: ", self.\_\_name)             print("Roll: ", self.\_\_roll)             print("Branch: ", self.\_\_branch) |  | # public member function  **def** accessPrivateFunction(self):               # accessing private member function             self.\_\_displayDetails()    # creating object  obj **=** Geek("R2J", 1706256, "Information Technology")    # calling public member function of the class  obj.accessPrivateFunction()  output :  Name: R2J  Roll: 1706256  Branch: Information Technology |

In the above program, \_\_name, \_\_roll and \_\_branch are private members, \_\_displayDetails() method is a private member function (these can only be accessed within the class) and accessPrivateFunction() method is a public member function of the class Geek which can be accessed from anywhere within the program. The accessPrivateFunction() method accesses the private members of the class Geek.

**Below is a program to illustrate the use of all the above three access modifiers (public, protected**,**and private) of a class in Python:**

# super class

**class** Super:

     # public data member

     var1 **=** None

     # protected data member

     \_var2 **=** None

     # private data member

     \_\_var3 **=** None

     # constructor

**def** \_\_init\_\_(self, var1, var2, var3):

          self.var1 **=** var1

          self.\_var2 **=** var2

          self.\_\_var3 **=** var3

    # public member function

**def** displayPublicMembers(self):

          # accessing public data members

**print**("Public Data Member: ", self.var1)

     # protected member function

**def** \_displayProtectedMembers(self):

          # accessing protected data members

**print**("Protected Data Member: ", self.\_var2)

     # private member function

**def** \_\_displayPrivateMembers(self):

          # accessing private data members

**print**("Private Data Member: ", self.\_\_var3)

     # public member function

**def** accessPrivateMembers(self):

          # accessing private member function

          self.\_\_displayPrivateMembers()

# derived class

**class** Sub(Super):

      # constructor

**def** \_\_init\_\_(self, var1, var2, var3):

                Super.\_\_init\_\_(self, var1, var2, var3)

      # public member function

**def** accessProtectedMembers(self):

                # accessing protected member functions of super class

                self.\_displayProtectedMembers()

# creating objects of the derived class

obj **=** Sub("Geeks", 4, "Geeks !")

# calling public member functions of the class

obj.displayPublicMembers()

obj.accessProtectedMembers()

obj.accessPrivateMembers()

# Object can access protected member

print("Object is accessing protected member:", obj.\_var2)

# object can not access private member, so it will generate Attribute error

#print(obj.\_\_var3)

Output -

Public Data Member: Geeks

Protected Data Member: 4

Private Data Member: Geeks !

In the above program, the accessProtectedMembers() method is a public member function of the class *Sub* accesses the \_displayProtectedMembers() method which is protected member function of the class Super and the accessPrivateMembers() method is a public member function of the class Super which accesses the \_\_displayPrivateMembers() method which is a private member function of the class Super.

## Polymorphism (OOPs)

The word polymorphism means having many forms. In programming, polymorphism means the same function name (but different signatures) being used for different types.

Example -

# len() being used for a string

print(len("geeks")) #5

# len() being used for a list

**print**(len([10, 20, 30])) #3

## Overriding and Super () (OOPs)

Overriding
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|  |
| --- |
| # method overriding      # Defining parent class  **class** Parent():        # Constructor  **def** \_\_init\_\_(self):          self.value **=** "Inside Parent"        # Parent's show method  **def** show(self):          print(self.value)    # Defining child class  **class** Child(Parent):        # Constructor  **def** \_\_init\_\_(self):          self.value **=** "Inside Child"        # Child's show method  **def** show(self):  **print**(self.value)      # Driver's code  obj1 **=** Parent()  obj2 **=** Child()    obj1.show()  obj2.show() |

**Output:**

Inside Parent

Inside Child

Super()

When we want to call an already overridden method, then the use of the super function comes in.

|  |
| --- |
| class A:  classvar1="i ama a class variable in class a" #class variable  def \_\_init\_\_(self):  self.var1="i am inside class A constructor"  class B(A): #CLASS B INHERIATE IN CLASS A  classvar2="i am in class B" #class variable a=A() b=B() print(b.classvar1) # output - i ama a class variable in class a |

|  |
| --- |
| class A:  classvar1 = "i ama a class variable in class a" #class variabel   def \_\_init\_\_(self):  self.var1 = "i am inside class A constructor"  self.classvar1="instance var in class A" #instance variable  class B(A):  classvar2 = "i am in class B" #class variable a = A() #instance b = B() #instance print(b.classvar1) # output - instance var in class A |

|  |
| --- |
| class A:  classvar1 = "i ama a class variable in class a" #class variabel   def \_\_init\_\_(self):  self.var1 = "i am inside class A constructor"  self.classvar1="instance var in class A" #instance variable  self.special="special" class B(A):  classvar1 = "i am in class B" #class variable   def \_\_init\_\_(self):  self.var1 = "i am inside class B constructor"  self.classvar1 = "instance var in class B" a = A() #instance b = B() #instance print(b.special) #shoe error coz override ko read ni krta , uska koi bajud ni hota , special ko print ni krega |

|  |
| --- |
| class A:  classvar1 = "i ama a class variable in class a" #class variabel   def \_\_init\_\_(self):  self.var1 = "i am inside class A constructor"  self.classvar1="instance var in class A" #instance variable  self.special="special" class B(A):  classvar1 = "i am in class B" #class variable   def \_\_init\_\_(self):  super().\_\_init\_\_()  self.var1 = "i am inside class B constructor"  self.classvar1 = "instance var in class B" a = A() #instance b = B() #instance print(b.special) #output - special (we use super().\_\_init\_\_() to print super class ) |

class A:  
 classvar1 = "i ama a class variable in class a" #class variabel  
  
 def \_\_init\_\_(self):  
 self.var1 = "i am inside class A constructor"  
 self.classvar1="instance var in class A" #instance variable  
 self.special="special"  
class B(A):  
 classvar1 = "i am in class B" #class variable  
  
 def \_\_init\_\_(self):  
 super().\_\_init\_\_()  
 self.var1 = "i am inside class B constructor"  
 self.classvar1 = "instance var in class B"  
 super().\_\_init\_\_()  
a = A() #instance  
b = B() #instance  
print(b.special,b.var1,b.classvar1)

#special i am inside class A constructor instance var in class A

class A:  
 classvar1 = "i ama a class variable in class a" #class variabel  
  
 def \_\_init\_\_(self):  
 self.var1 = "i am inside class A constructor"  
 self.classvar1="instance var in class A" #instance variable  
 self.special="special"  
class B(A):  
 classvar1 = "i am in class B" #class variable  
  
 def \_\_init\_\_(self):  
 super().\_\_init\_\_()  
 self.var1 = "i am inside class B constructor"  
 self.classvar1 = "instance var in class B"  
 super().\_\_init\_\_()  
 print(super().classvar1)  
a = A() #instance  
b = B() #instance  
print(b.special,b.var1,b.classvar1)  
output -  
i ama a class variable in class a  
special i am inside class A constructor instance var in class A

## Diamond shape problem in Multiple inheritance (OOPs)

Diamond shape problem

It is about priority related confusion, which arises when four classes are related to each other by an inheritance relationship, as shown in the image below:
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In the above image, we can see that class C and class B are inheriting from class A, or it can be said as class A is a parent to class B and C. And class D is inheriting from both class C and B. So, in a way, they are all in relation to one and other somehow. Let us write down the relation in code format so it will be easier to understand.

class A:

pass

class B(A):

pass

class C(A):

pass

class D( B, C ):

pass

1. If we have a method that is only present in class A and we use the class D object to call the method, it will go to class A while checking for the method name in all the classes in between and run the method in class A.
2. However, if the same method is also present in class B, then it will run the B class method because, for class D, class B holds more priority than class A. The reason is that class D is derived from class B, which is further derived from A. So, a closer relation exists with B than A.
3. If the same method is present in classes C and B, it may create a little bit of confusion. But as we have already discussed in Tutorial #61, that in such cases, our priority is based from left to right, meaning whichever class is on the left side will be given more priority, and then we will move towards the right one. In this case, the left class is B, so the method in B will de be executed first.

*class A:  
 def met(self):  
 print("this is a method from class A")  
class B(A):  
 pass  
class C(A):  
 pass  
class D(B,C):  
 pass  
a=A()  
b=B()  
c=C()  
d=D()  
  
d.met() #op - this is a method from class A*class A:  
 def met(self):  
 print("this is a method from class A")  
class B(A):  
 def met(self):  
 print("this is a method from class B")  
class C(A):  
 def met(self):  
 print("this is a method from class C")  
class D(B,C):  
 def met(self):  
 print("this is a method from class D")  
a=A()  
b=B()  
c=C()  
d=D()  
  
d.met() *#this is a method from class D*c.met() *#this is a method from class C*b.met() *#this is a method from class B*

## Operator Overloading In Python (0OPs)

Operator overloading is the process of using an operator in different ways depending on the operands. You can change the way an operator in Python works on different data-types.

A very popular and convenient example is the **Addition (+) operator**.

Just think how the ‘+’ operator operates on two numbers and the same operator operates on two strings. It performs **“Addition”** on numbers whereas it performs **“Concatenation”** on strings.

## Dunder or magic methods in Python (OOPs)

 Dunder here means “Double Under (Underscores)” . Dunder or magic methods in [Python](https://www.geeksforgeeks.org/python-programming-language/) are the methods having two prefix and two suffix underscores in the method name.

These are commonly used for operator overloading.

Few examples for magic methods are: \_\_init\_\_ , \_\_add\_\_ , \_\_len\_\_ , \_\_repr\_\_ etc.

\_\_repr\_\_ = representation of your class objects using the \_\_repr\_\_ method , \_\_repr\_\_ is a special method used to represent a class's objects as a string.

\_\_str\_\_ = The \_\_str\_\_ method in Python **represents the class objects as a string** – it can be used for classes. The \_\_str\_\_ method should be defined in a way that is easy to read and outputs all the members of the class.

\_\_init\_\_ =The init method is used to create an instance of the class.

class employee:

def \_\_init\_\_(self,aname,asalary,arole):

self.name=aname

self.salary=asalary

self.role=arole

def \_\_add\_\_(self, other): #dunder add methor is used for operator overloading

return self.salary + other.salary

emp1=employee("harry",355,"programmer")

emp2=employee("rohan",5,"cleaner")

print(emp1+emp2) #360

class employee:

def \_\_init\_\_(self,aname,asalary,arole):

self.name=aname

self.salary=asalary

self.role=arole

def \_\_truediv\_\_(self, other): #dunder truediv methor is used for operator overloading

return self.salary / other.salary

emp1=employee("harry",355,"programmer")

emp2=employee("rohan",5,"cleaner")

print(emp1/emp2) #71.0

class employee:

def \_\_init\_\_(self,aname,asalary,arole):

self.name=aname

self.salary=asalary

self.role=arole

def \_\_repr\_\_(self):

return f"employee('{self.name} , {self.salary},{self.role}')"

emp1=employee("harry",355,"programmer")

print(emp1) #employee('harry , 355,programmer')

class employee:

def \_\_init\_\_(self,aname,asalary,arole):

self.name=aname

self.salary=asalary

self.role=arole

def \_\_str\_\_(self):

return f"the name is {self.name} . salary is {self.salary} and role is {self.role}"

emp1=employee("harry",355,"programmer")

print(emp1) #the name is harry . salary is 355 and role is programmer

## \_\_call\_\_ (OOPs )

The \_\_call\_\_ method enables Python programmers to write classes where the instances behave like functions and can be called like a function. When the instance is called as a function

Example 1:

class Example:

def \_\_init\_\_(self):

print("Instance Created")

# Defining \_\_call\_\_ method

def \_\_call\_\_(self):

print("Instance is called via special method")

# Instance created

e = Example()

# \_\_call\_\_ method will be called

e()

**Output :**

Instance Created

Instance is called via special method

**Example 2:**

class Product:

def \_\_init\_\_(self):

print("Instance Created")

# Defining \_\_call\_\_ method

def \_\_call\_\_(self, a, b):

print(a \* b)

# Instance created

ans = Product()

# \_\_call\_\_ method will be called

ans(10, 20)

**Output :**

Instance Created

200

## Abstract Base Class & @abstractmethod (OOPs)

An abstract class is a class that holds an abstract method.

An abstract method is a method defined inside an abstract class.

An abstract class can be considered as a blueprint for other classes. It allows you to create a set of methods that must be created within any child classes built from the abstract class. A class which contains one or more abstract methods is called an abstract class.

**Why use Abstract Base Classes :**

By defining an abstract base class, you can define a common Application Program Interface(API) for a set of subclasses.

To implement an abstract class, we have to import the abc module by using an import statement. Along with it, we have to import the abstract method too

**from abc import ABC, abstractmethod**

**syntex**

from abc import ABC, abstractmethod

Class MyClass(ABC):

@abstractmethod

def mymethod(self):

#empty body

pass

# from abc import ABCMeta, abstractmethod

from abc import ABC, abstractmethod

class Shape(ABC):

@abstractmethod

def printarea(self):

return 0

class Rectangle(Shape):

type = "Rectangle"

sides = 4

def \_\_init\_\_(self):

self.length = 6

self.breadth = 7

def printarea(self):

return self.length \* self.breadth

rect1 = Rectangle()

print(rect1.printarea())

output

42

|  |
| --- |
| from abc import ABC, abstractmethod  class Polygon(ABC):  @abstractmethod  def noofsides(self):  pass    class Triangle(Polygon):  def noofsides(self):  print("I have 3 sides")    class Pentagon(Polygon):  def noofsides(self):  print("I have 5 sides")    class Hexagon(Polygon):  def noofsides(self):  print("I have 6 sides")    class Quadrilateral(Polygon):  def noofsides(self):  print("I have 4 sides")    R = Triangle()  R.noofsides()    K = Quadrilateral()  K.noofsides()    R = Pentagon()  R.noofsides()    K = Hexagon()  K.noofsides()  **Output:**  I have 3 sides  I have 4 sides  I have 5 sides  I have 6 sides |

## Property Decorator (getter, setter, deleted, and Doc)

Decorators are functions that take another function as an argument, and their purpose is to modify the other function without changing it.

* **Property decorator** is a built-in function in Python.
* Property decorator is a pythonic way to use getters and setters in object-oriented programming, which comes from the Python property class.
* Property decorator is composed of four things, i.e., getter, setter, deleted, and Doc. The first three are methods, and the fourth one is a docstring or comment.

Use @property along with the getter method to access the value of the attribute.

fget is a function for retrieving an attribute value.

fset is a function for setting an attribute value.

fdel is a function for deleting an attribute value.

doc creates a docstring for attribute

|  |
| --- |
| class Employee:  def \_\_init\_\_(self, fname, lname):  self.fname = fname  self.lname = lname  # self.email = f"{fname}.{lname}@codewithharry.com"   def explain(self):  return f"This employee is {self.fname} {self.lname}"   @property  def email(self):  if self.fname==None or self.lname == None:  return "Email is not set. Please set it using setter"  return f"{self.fname}.{self.lname}@codewithharry.com"   @email.setter  def email(self, string):  print("Setting now...")  names = string.split("@")[0]  self.fname = names.split(".")[0]  self.lname = names.split(".")[1]   @email.deleter  def email(self):  self.fname = None  self.lname = None hindustani\_supporter = Employee("Hindustani", "Supporter") print(hindustani\_supporter.email) #Hindustani.Supporter@codewithharry.com  hindustani\_supporter.fname = "US" print(hindustani\_supporter.email) #US.Supporter@codewithharry.com  hindustani\_supporter.email = "this.that@codewithharry.com" print(hindustani\_supporter.fname) op - setting not , this  del hindustani\_supporter.email print(hindustani\_supporter.email)  output - Email is not set. Please set it using setter  hindustani\_supporter.email = "Harry.Perry@codewithharry.com" print(hindustani\_supporter.email)  # output - Setting now... , Harry.Perry@codewithharry.com |

## Code introspection in Python(OOPs)

Introspection is an ability to determine the type of an object at runtime

Everything in python is an object.

Every object in Python may have attributes and methods.

By using introspection, we can dynamically examine python objects.

Code Introspection is used for examining the classes, methods, objects, modules, keywords and get information about them so that we can utilize it.

Introspection reveals useful information about your program’s objects.

Python provides some built-in functions that are used for code introspection.

type() This function returns the type of an object

dir() function return list of methods and attributes associated with that object.

str() This function converts everything into a string .

id() This function returns a special id of an object.

help() It is used it to find what other functions do

hasattr() Checks if an object has an attribute

getattr() Returns the contents of an attribute if there are some.

repr() Return string representation of object

callable() Checks if an object is a callable object (a function)or not.

issubclass() Checks if a specific class is a derived class of another class.

isinstance() Checks if an objects is an instance of a specific class.

sys() Give access to system specific variables and functions

\_\_doc\_\_ Return some documentation about an object

\_\_name\_\_ Return the name of the object.

**type() :** This function returns the type of an object.

|  |
| --- |
| **import** math    **print**(type(math)) <class 'module'>    **print**(type(1)) <class 'int'>    print(type("1")) <class 'str'>    rk **=**[1, 2, 3, 4, 5, "radha"]    **print**(type(rk)) <class 'list'>  **print**(type(rk[1])) <class 'int'>  **print**(type(rk[5])) <class 'str'> |

.**dir() :**This function return list of methods and attributes associated with that object.

|  |
| --- |
| **import** math  rk **=**[1, 2, 3, 4, 5]    **print**(dir(rk))  output - ['\_\_add\_\_', '\_\_class\_\_', '\_\_class\_getitem\_\_', '\_\_contains\_\_', '\_\_delattr\_\_', '\_\_delitem\_\_', '\_\_dir\_\_', '\_\_doc\_\_', '\_\_eq\_\_', '\_\_format\_\_', '\_\_ge\_\_', '\_\_getattribute\_\_', '\_\_getitem\_\_', '\_\_gt\_\_', '\_\_hash\_\_', '\_\_iadd\_\_', '\_\_imul\_\_', '\_\_init\_\_', '\_\_init\_subclass\_\_', '\_\_iter\_\_', '\_\_le\_\_', '\_\_len\_\_', '\_\_lt\_\_', '\_\_mul\_\_', '\_\_ne\_\_', '\_\_new\_\_', '\_\_reduce\_\_', '\_\_reduce\_ex\_\_', '\_\_repr\_\_', '\_\_reversed\_\_', '\_\_rmul\_\_', '\_\_setattr\_\_', '\_\_setitem\_\_', '\_\_sizeof\_\_', '\_\_str\_\_', '\_\_subclasshook\_\_', 'append', 'clear', 'copy', 'count', 'extend', 'index', 'insert', 'pop', 'remove', 'reverse', 'sort']  rk **=**(1, 2, 3, 4, 5)  **print**(dir(rk))  output - ['\_\_add\_\_', '\_\_class\_\_', '\_\_class\_getitem\_\_', '\_\_contains\_\_', '\_\_delattr\_\_', '\_\_dir\_\_', '\_\_doc\_\_', '\_\_eq\_\_', '\_\_format\_\_', '\_\_ge\_\_', '\_\_getattribute\_\_', '\_\_getitem\_\_', '\_\_getnewargs\_\_', '\_\_gt\_\_', '\_\_hash\_\_', '\_\_init\_\_', '\_\_init\_subclass\_\_', '\_\_iter\_\_', '\_\_le\_\_', '\_\_len\_\_', '\_\_lt\_\_', '\_\_mul\_\_', '\_\_ne\_\_', '\_\_new\_\_', '\_\_reduce\_\_', '\_\_reduce\_ex\_\_', '\_\_repr\_\_', '\_\_rmul\_\_', '\_\_setattr\_\_', '\_\_sizeof\_\_', '\_\_str\_\_', '\_\_subclasshook\_\_', 'count', 'index']  rk **=**{1, 2, 3, 4, 5}  print(dir(rk))  print(dir(math))  output - ['\_\_and\_\_', '\_\_class\_\_', '\_\_class\_getitem\_\_', '\_\_contains\_\_', '\_\_delattr\_\_', '\_\_dir\_\_', '\_\_doc\_\_', '\_\_eq\_\_', '\_\_format\_\_', '\_\_ge\_\_', '\_\_getattribute\_\_', '\_\_gt\_\_', '\_\_hash\_\_', '\_\_iand\_\_', '\_\_init\_\_', '\_\_init\_subclass\_\_', '\_\_ior\_\_', '\_\_isub\_\_', '\_\_iter\_\_', '\_\_ixor\_\_', '\_\_le\_\_', '\_\_len\_\_', '\_\_lt\_\_', '\_\_ne\_\_', '\_\_new\_\_', '\_\_or\_\_', '\_\_rand\_\_', '\_\_reduce\_\_', '\_\_reduce\_ex\_\_', '\_\_repr\_\_', '\_\_ror\_\_', '\_\_rsub\_\_', '\_\_rxor\_\_', '\_\_setattr\_\_', '\_\_sizeof\_\_', '\_\_str\_\_', '\_\_sub\_\_', '\_\_subclasshook\_\_', '\_\_xor\_\_', 'add', 'clear', 'copy', 'difference', 'difference\_update', 'discard', 'intersection', 'intersection\_update', 'isdisjoint', 'issubset', 'issuperset', 'pop', 'remove', 'symmetric\_difference', 'symmetric\_difference\_update', 'union', 'update']  output - ['\_\_doc\_\_', '\_\_loader\_\_', '\_\_name\_\_', '\_\_package\_\_', '\_\_spec\_\_', 'acos', 'acosh', 'asin', 'asinh', 'atan', 'atan2', 'atanh', 'ceil', 'comb', 'copysign', 'cos', 'cosh', 'degrees', 'dist', 'e', 'erf', 'erfc', 'exp', 'expm1', 'fabs', 'factorial', 'floor', 'fmod', 'frexp', 'fsum', 'gamma', 'gcd', 'hypot', 'inf', 'isclose', 'isfinite', 'isinf', 'isnan', 'isqrt', 'lcm', 'ldexp', 'lgamma', 'log', 'log10', 'log1p', 'log2', 'modf', 'nan', 'nextafter', 'perm', 'pi', 'pow', 'prod', 'radians', 'remainder', 'sin', 'sinh', 'sqrt', 'tan', 'tanh', 'tau', 'trunc', 'ulp'] |

**str() :**This function converts everything into a string .

|  |
| --- |
| a **=** 1  print(type(a)) <class 'int'>      # converting integer into string  a **=** str(a)  **print**(type(a)) <class 'str'>    s **=**[1, 2, 3, 4, 5]  print(type(s)) <class 'list'>    # converting list into string  s **=** str(s)  print(type(s)) <class 'str'> |

**id() :**This function returns a special id of an object.

|  |
| --- |
| **import** math  a **=**[1, 2, 3, 4, 5]  # print id of a  **print**(id(a)) 139787756828232  b **=**(1, 2, 3, 4, 5)  # print id of b  **print**(id(b)) 139787756828232  139787757942656  c **=**{1, 2, 3, 4, 5}  # print id of c  **print**(id(c)) 139787757391432 |

## Iterable , iterator , iteration , GENERATORS

**ITERABLE –**

An **iterable** is an object that has an \_\_iter\_\_ method which returns an **iterator**, or which defines a \_\_getitem\_\_ method that can take sequential indexes starting from zero .

So an **iterable** is an object that you can get an **iterator** from.

**ITERATOR –**

An **iterator** is an object with a next (Python 2) or \_\_next\_\_ (Python 3) method.

**ITERATION –**

**Iteration** is a general term for taking each item of something, one after another. Any time you use a loop, explicit or implicit, to go over a group of items, that is iteration.

|  |
| --- |
| >>> s = 'cat' # s is an ITERABLE  # s is a str object that is immutable  # s has no state  # s has a \_\_getitem\_\_() method  >>> t = iter(s) # t is an ITERATOR  # t has state (it starts by pointing at the "c"  # t has a next() method and an \_\_iter\_\_() method  >>> print (next(t)) # the next() function returns the next value and advances the state  'c'  >>>print( next(t)) # the next() function returns the next value and advances  'a'  >>> print(next(t)) # the next() function returns the next value and advances  't'  >>>print ( next(t)) # next() raises StopIteration to signal that iteration is complete  Traceback (most recent call last):  StopIteration  >>> iter(t) is t   # the iterator is self-iterable |

**Generators -**

Generators concept is also very similar as it is used to make an iterator.

The only difference comes in the return statement.

The generator does not use a return statement. Instead, it uses a **yield** keyword.

Yield functionality is very similar to return as it returns a value to the caller, but the difference is that it also saves the state of the iterator.

Meaning that when we use the function again, the yield will resume the value from the place it left off.

Generators in Python are created just like the normal functions using the ‘def’ keyword.

Generator functions do not run by their name, and they are run when the \_\_next\_\_() function is called.

A generator is very helpful in projects relating to memory issues because, like a simple iterator, it does not return all the values at a time; instead, it produces, series of values over time. So a generator is generally used when we want to iterate over a series of values but do not want to store them completely in memory.

def getNum (x):

for i in range(x):

yield i

seq = getNum (2)

print(seq.\_\_next\_\_())

print(seq.\_\_next\_\_())

print(seq.\_\_next\_\_())

**output –**

0

1

Traceback (most recent call last):

File "<stdin>", line 7, in <module>

print(seq.\_\_next\_\_())

StopIteration

When we run print(seq.\_\_next\_\_()) for the third time, StopIteration is raised. This is because a for loop takes an iterator and iterates over it using \_\_next\_\_() function, which automatically ends when StopIteration is raised.

**Applications :** Suppose we to create a stream of Fibonacci numbers, adopting the generator approach makes it trivial; we just have to call next(x) to get the next Fibonacci number without bothering about where or when the stream of numbers ends.  
A more practical type of stream processing is handling large data files such as log files. Generators provide a space efficient method for such data processing as only parts of the file are handled at one given point in time. We can also use Iterators for these purposes, but Generator provides a quick way (We don’t need to write \_\_next\_\_ and \_\_iter\_\_ methods here.

## **Comprehensions in Python**

Comprehensions in Python can be defined as the Pythonic way of writing code. Using comprehension, we compress the code so it takes less space. Comprehension in Python converts the four to five lines of code into a one-liner.

Comprehension’s importance comes in the scenarios when the project is too big, for example, Google is made up of 2 billion lines of code, Facebook is made from 62 million lines of code, Windows 10 has roughly 50 million lines of code. So in such scenarios, comprehension has to be implemented as much as we can so that the lines of code decreases and the efficiency increases.

**list**

a=[]

for i in range(50):

if i %3==0:

a.append(i)

print(a) #[0, 3, 6, 9, 12, 15, 18, 21, 24, 27, 30, 33, 36, 39, 42, 45, 48]

a =[i for i in range(50) if i % 3==0]

print(a) # [0, 3, 6, 9, 12, 15, 18, 21, 24, 27, 30, 33, 36, 39, 42, 45, 48]

**dictionary**

d={i:f"item{i}" for i in range (5)}

print(d) #{0: 'item0', 1: 'item1', 2: 'item2', 3: 'item3', 4: 'item4'}

**generator**

evens = (i for i in range(100) if i%2==0)

print(evens.\_\_next\_\_()) #0

print(evens.\_\_next\_\_()) #2

## **Using Else With For Loops**

We have to write an else statement using the Else keyword, followed by a colon after the for loop block of code.

Syntax:

for x in n:

#statements

else:

#statements

When we use **else** with **for** loop, the compiler will only go into the **else** block of code when two conditions are satisfied:

The loop is normally executed without any error.

We are trying to find an item that is not present inside the list or data structure on which we are implementing our loop.

Except for these conditions, the program will ignore the else part of the program. For example, if we are just partially executing the loop using a break statement, then the else part will not execute. So, a break statement is a must if we do not want our compiler to execute the else part of the code.

For Example:

for i in ['C','O','D','E']:

print(i)

else:

print("Statement successfully executed")

**Output:**

C

O

D

E

Statement successfully executed

khana = ["roti", "Sabzi", "chawal"]

for item in khana:

print(item)

else:

print("Your item was not found")

output

roti

Sabzi

chawal

Your item was not found

khana = ["roti", "Sabzi", "chawal"]

for item in khana:

if item =="partha"

break

else:

print("Your item was not found") #your item was not found.

## **Function caching**

Caching means storing the data in a place from where it can be served faster.

In the case of data that has been frequently used, the computer assigns a cache memory, so it does not have to load it again and again from the main memory.

The purpose of the cache is to make the tasks more efficient and quicker.

The same is true for web browsers; the pages we load again and again are stored in the cache for faster retrieval.

In Python, however, we have to do it all manually, as the program will not store anything in the cache itself.

**How to use function caching in Python?**

Function caching is a way to improve code's performance by storing the function's return values. Before the 3.2 updates of Python, we had to create a cache ourselves by storing the value in a variable or by other such means. But in Python 3.2, there is a new update in the functools module of Python. To use this module, we have to import it first

**Functools modules**

The **functools** module in Python deals with higher-order functions, that is, functions operating on(taking as arguments) or returning functions and other such callable objects.

The functools module provides a wide array of methods such as cached\_property(func), cmp\_to\_key(func), lru\_cache(func), wraps(func), etc.

**lru\_cache()**

lru\_cache() is one such function in **functools** module which helps in reducing the execution time of the function by using memoization technique.

|  |  |  |
| --- | --- | --- |
| Without funtool  import time def somework (n):  time.sleep(n)  return n  if \_\_name\_\_ == '\_\_main\_\_':  print("ok")  somework(3)  print("okk")  somework(3)  print("ddd") |  | With funtool module  import time from functools import lru\_cache @lru\_cache(maxsize=32) def somework (n):  time.sleep(n)  return n  if \_\_name\_\_ == '\_\_main\_\_':  print("ok")  somework(3)  print("okk")  somework(3)  print("ddd")  output  ok okk ddd  increase the time and save cach of program , so he program run faster |

import time

from functools import lru\_cache

@lru\_cache(maxsize=32)

def some\_work(n):

#Some task taking n seconds

time.sleep(n)

return n

if \_\_name\_\_ == '\_\_main\_\_':

print("Now running some work")

some\_work(3)

some\_work(1)

some\_work(6)

some\_work(2)

print("Done... Calling again")

input()

some\_work(3)

print("Called again")

## **Try, Except, Else and Finally in Python**

An Exception is an Event, which occurs during the execution of the program.

It is also known as a **run time error**.

When that error occurs, Python generates an exception during the execution and that can be handled, which avoids your program to interrupt.

|  |
| --- |
| **Exception handling with try, except, else, and finally**   * Try: This block will test the excepted error to occur * Except: Here you can handle the error * Else: If there is no exception then this block will be executed * Finally: Finally block always gets executed either exception is generated or not * In the try block, all the statements are executed until an exception occurs. * Except block is used to catch and handle the exception(s) that occurs during the execution of the try block. * Else block runs only when no exceptions occur in the execution of the try block.   Finally block always runs; either an exception occurs or not. |

**understood by the table below:**

|  |  |  |
| --- | --- | --- |
| **Try** | Not running | Running |
| **Except** | Will run | Will not run |
| **Else** | Will not run | Will run |
| **Finally** | Will run | Will run |

|  |  |
| --- | --- |
| |  | | --- | | a **=** 5  b **=** 0  print(a**/**b) |   **Output:**  Traceback (most recent call last):  File "/home/8a10be6ca075391a8b174e0987a3e7f5.py", line 3, in <module>  print(a/b)  ZeroDivisionError: division by zero  In this code, The system can not divide the number with zero so an exception is raised |

**# Python code to illustrate working of try()**

def divide(x, y):

try:

# Floor Division : Gives only Fractional

result = x // y

print("Yeah ! Your answer is :", result)

except ZeroDivisionError:

print("Sorry ! You are dividing by zero ")

# Look at parameters and note the working of Program

divide(3, 2)

divide(3, 0)

**Output:**

Yeah ! Your answer is : 1

Sorry ! You are dividing by zero

**Else Clause**

The code enters the else block only if the try clause does not raise an exception.

|  |
| --- |
| def divide(x, y):  try:  result = x // y  except ZeroDivisionError:  print("Sorry ! You are dividing by zero ")  else:  print("Yeah ! Your answer is :", result)    divide(3, 2)  divide(3, 0)  **Output:**  Yeah ! Your answer is : 1  Sorry ! You are dividing by zero |

**Finally Keyword**

Python provides a keyword finally, which is always executed after try and except blocks.

|  |
| --- |
| def divide(x, y):  try:  result = x // y  except ZeroDivisionError:  print("Sorry ! You are dividing by zero ")  else:  print("Yeah ! Your answer is :", result)  finally:  print('This is always executed')    divide(3, 2)  divide(3, 0)  **Output:**  Yeah ! Your answer is : 1  This is always executed  Sorry ! You are dividing by zero  This is always executed |

## **Coroutines in python**

Coroutines are mostly used in cases of time-consuming programs, such as tasks related to machine learning or deep learning algorithms,

or in cases where the program has to read a file containing a large number of data.

In such situations, we do not want the program to read the file or data again and again, so we use coroutines to make the program more efficient and faster.

Coroutines run endlessly in a program because they use a while loop with a true or 1 condition, so it may run until infinite time. Even after yielding the value to the caller, it still awaits further instruction or calls.

We have to stop the execution of the coroutine by calling the coroutine.close() function. It is crucial to close a coroutine because its continuous running can take up memory space,

 When you call a coroutine, nothing happens. They only run in response to the next() and send() methods.

Coroutine requires the use of the next statement first so it may start its execution. Without a next(), it will not start executing. We can search a coroutine by sending it the keywords as input using object name along with send(). The keywords to be searched are send inside the parenthesis.

When we run the**next() function** the first time, the coroutine executes and waits for new input. After the input is sent to it using the send() function, it executes it and again waits for next input, and the process goes on like this because we have set the while loop as true, so it will never exit its execution. In order to make the execution stop, we have to close the coroutine using coroutine.close() function.

* **send() — used to send data to coroutine**
* **close() — to close the coroutine**
* **Next () – to start the execution**

|  |
| --- |
| def myfunc():  print("Code With Harry")  while True:  value = (yield)  print(value)  coroutine =myfunc()  next(coroutine)  coroutine.send("Python")  coroutine.send(" Tutorial ")  coroutine.close()  **output -**  Code With Harry  Python  Tutorial |

def searcher():

import time

# Some 4 seconds time consuming task

book = "This is a book on harry and code with harry and good"

time.sleep(4)

while True:

text = (yield)

if text in book:

print("Your text is in the book")

else:

print("Text is not in the book")

|  |
| --- |
| **Output –**  search started  Next method run  Your text is in the book  #after close() code is not execuated |

a = searcher()

print("search started")

next(a)

print("Next method run")

a.send("harry")

a.close()

a.send("harry")

def bare\_bones():

print("My first Coroutine!")

try:  
 while True:  
 value = (yield)  
 print(value)  
 except GeneratorExit:  
 print("Exiting coroutine...")  
  
coroutine = bare\_bones()

next(coroutine)

coroutine.send("First Value")

coroutine.send("Second Value")

coroutine.close()

output –

My first Coroutine!

First Value

Second Value

Exiting coroutine...

|  |
| --- |
| def filter\_line(num):  while True:  line = (yield)  if num in line:  print(line)  cor = filter\_line("33") next(cor) cor.send("Jessica, age:24") cor.send("Marco, age:33") cor.send("Filipe, age:55")  output –  "Marco, age:33" |

## **OS Module**

OS module provides our code with a direct connection to the operating system.

We can use its different functions to interact and do activities on our operating system.

For example, if we want to create such software that needs to store or access files from a directory or folder, we can use the OS module to perform the task for us.

To use OS Module in Python, we have to import it.

**OS modules have a lot of built-in functions.**

|  |  |
| --- | --- |
| **Built-in Functions** | **Working** |
| print(dir(os)) | It gives us a list of all the functions the OS module is composed of. |
| os.getcwd( ): | Here cwd is a short form for the current working directory. The function returns us the path of the directory we are currently in. It is important to know about our directory because when we are trying to import a file in python, the compiler searches for it in our current directory. |
| os.chdir( ): | It is used in case we want to change our directory. The new path is sent inside the parenthesis. If we want to access some files or folders from some other directory, we can use it. |
| os.listdir( ): | If we want to output the names of all the directories at a certain location, we can use this function. |
| os.mkdir( ): | To create a new directory or folder. The name is sent as a parameter inside the parenthesis. |
| os.makedirs( ): | To make more than on directory simultaneously. |
| os.rename( ): | To rename an already existing directory, we use this. We send the current name and new name of our directory as parameters. |
| os.rmdir( ): | It deletes an empty directory. |
| os.removedirs( ): | We can remove all directories within a directory by using removedirs(). |
| os.environ.get( ): | It will return us the environment variable. The environment variable must be set, or the function will return null. |
| os.path.join( ): | It joins one or more path components. We can join the paths by simply using a + sign, but the benefit of using this function is that we do not have to worry about extra slashes between the components. So less accuracy still provides us with the same result. |
| os.path.exists( ): | It returns us a Boolean value, i.e., either true or false. It is used to check whether a path exists or not. If it does, then the output will be true, otherwise false. |
| os.path.isfile( ): | It returns true if the path is an existing regular file. |
| os.path.isdir( ): | It returns true if the path is an existing directory. |

|  |
| --- |
| import os  # print(dir(os))  # print(os.getcwd())  # os.chdir("C://")  # print(os.getcwd())  # f = open("harry.txt")  # print(os.listdir("C://"))  # os.makedirs("This/that")  # os.rename("harry.txt", "codewithharry.txt")  # print(os.environ.get('Path'))  # print(os.path.join("C:/", "/harry.txt"))  # print(os.path.exists("C://Program Files2"))  print(os.path.isfile("C://Program Files")) |

The main purpose of the OS module is to interact with the operating system.

The primary use of the OS module is to create folders, remove folders, move folders, and sometimes change the working directory

## **Request Modules In Python**

The requests module allows you to send HTTP requests using Python.

The requests module is not a built-in Python module; instead, we have to download it manually. Requests module is used to send all kinds of HTTP requests.

The HTTP request returns a Response Object with all the response data (content, encoding, status, etc.

What is HTTP ?

**Hypertext Transfer Protocol** (HTTP) is an application-layer protocol for transmitting hypermedia documents, such as HTML.

It was designed for communication between web browsers and web servers, but it can also be used for other purposes

It is a set of protocols that are designed to enable communication between clients and servers. Between clients and servers, it works as a request-response protocol. To request a response from the server, we can request data from the server or submit data to be processed to the server.

Syntax

requests.methodname(params)

Method Description

delete(url, args) Sends a DELETE request to the specified url

get(url, params, args) Sends a GET request to the specified url

head(url, args) Sends a HEAD request to the specified url

patch(url, data, args) Sends a PATCH request to the specified url

post(url, data, json, args) Sends a POST request to the specified url

put(url, data, args) Sends a PUT request to the specified url

request(method, url, args) Sends a request of the specified method to the specified url

import requests  
  
x = requests.get('https://w3schools.com/python/demopage.htm')  
  
print(x.text)

OUTPUT –

<!DOCTYPE html>

<html>

<body>

<h1>This is a Test Page</h1>

</body>

</html>

## **JSON Modules (JavaScript Object Notation )**

Python has a built-in package called json .

JSON stands for JavaScript Object Notation.

Java Script Object Notation (JSON) is a light weight data format with many similarities to python dictionaries.

JSON objects are useful because browsers can quickly parse them, which is ideal for transporting data between a client and a server.

If we convert a JSON string to Python, OR PYTHON OBJECT TO JSON , the conversion is also known as parsing, and that is the keyword we use professionally for the conversion.

**What parsing actually does?**

Parsing converts the code from one form to another, making it compatible with running on the other platform by changing all the little syntax differences and making it perfect for running on the other platform. The following table shows how Python objects are converted to JSON objects.

JSON PYTHON

true true

false false

string string

number number

array list, tuple

object dict

null none

If you have a JSON string, you can parse it by using the json.loads() method.

If you have a Python object, you can convert it into a JSON string by using the json.dumps() method.

**Parse JSON - Convert from JSON to Python**

If you have a JSON string, you can parse it by using the json.loads() method.

**The result will be a Python dictionary.**

import json

# some JSON:

x = '{ "name":"John", "age":30, "city":"New York"}'

# parse x:

y = json.loads(x)

# the result is a Python dictionary:

print(y["age"])

output

30

**Convert from Python to JSON**

If you have a Python object, you can convert it into a JSON string by using the json.dumps() method.

import json

# a Python object (dict):

x = {

"name": "John",

"age": 30,

"city": "New York"

}

# convert into JSON:

y = json.dumps(x)

# the result is a JSON string:

print(y)

output

{"name": "John", "age": 30, "city": "New York"}

**When you convert from Python to JSON, Python objects are converted into the JSON (JavaScript) equivalent:**

Python JSON

dict Object

list Array

tuple Array

str String

int Number

float Number

True true

False false

None null

**Convert Python objects into JSON strings, and print the values:**

|  |  |
| --- | --- |
| import json  print(json.dumps({"name": "John", "age": 30}))  print(json.dumps(["apple", "bananas"]))  print(json.dumps(("apple", "bananas")))  print(json.dumps("hello"))  print(json.dumps(42))  print(json.dumps(31.76))  print(json.dumps(True))  print(json.dumps(False))  print(json.dumps(None)) | Output -  {"name": "John", "age": 30}  ["apple", "bananas"]  ["apple", "bananas"]  "hello"  42  31.76  true  false  null |

|  |  |  |
| --- | --- | --- |
| import json  x = {  "name": "John",  "age": 30,  "married": True,  "divorced": False,  "children": ("Ann","Billy"),  "pets": None,  "cars": [  {"model": "BMW 230", "mpg": 27.5},  {"model": "Ford Edge", "mpg": 24.1}  ]  }  # convert into JSON:  y = json.dumps(x)  # the result is a JSON string:  print(y) |  | Output –  {"name": "John", "age": 30, "married": true, "divorced": false, "children": ["Ann","Billy"], "pets": null, "cars": [{"model": "BMW 230", "mpg": 27.5}, {"model": "Ford Edge", "mpg": 24.1}]} |

## **Pickle Module (built in module)**

The pickle module is used for implementing binary protocols for serializing and de-serializing a Python object structure.

**What is pickling?**

Pickling is the process of serializing an object. Serializing means storing the object in the form of binary representation so it can be saved in our main memory. The object could be of any type. It could be a string, tuple, or any other sort of object that Python supports. The data is stored in the main memory in a file. While writing the code for pickling, we open the file in "wb" mode, also known as writing binary mode. So, to use the pickle module, we have to make a file with the .pkl extension and send it in a dump() function along with the object. dump() is a built-in function in the Pickle module, made for pickling.

To use pickle, we have to import it in Python.

**import pickle**

**What is unpickling?**

The file format is binary, so we cannot directly open and read it; instead, we have to open it using a python program, and the process is known as unpickling. We have to open the file in "rb" mode for unpickling, also known as a read binary mode. The function we use this time is also a built-in function, named load(). Unlike dump(), we have to send the file name as a parameter, and it automatically retrieves the data in the object type it was inserted in. For example, if we send a list while pickling, the return result will also be a list.

|  |
| --- |
| We can face some of the common pickle exceptions raised while dealing with the pickle module.   * **Pickle.PicklingError:**If the pickle object does not support pickling, then Pickle.PicklingError exception is raised. * **Pickle.UnpicklingError:** This exception will raise if the file contains bad or corrupted data. * **EOF Error:**This exception will be raised if the end of the file is detected. |

|  |
| --- |
| **Disadvantages:**   * There are some situations in which pickling is discouraged. For example, when we are working with multiple programming languages, pickle is discouraged. * Pickle has been found slower than its alternatives. * In some cases, it has also shown a few security vulnerabilities. * When we update our program to a newer version, pickled data through the previous version can cause issues. |

import pickle  
  
# syntax  
pickle.dump(object , file object )  
  
 **#pickling**  
cars= ["audi","bmw"]  
  
#we made a file mycar.pkl  
file="mycar.pkl"  
  
#now we made a file object  
fileobject=open(file,'wb') # ‘wb’ writing binary mode  
  
pickle.dump(cars,fileobject)  
  
fileobject.close()

**output -**   
mycar.pkl file will made in wb form , open mycar.pkl in text form ,file is not readable .  
  
  
 **#de-pickling**  
  
file = "mycar.pkl"  
fileobject = open(file,'rb')  
mycar = pickle.load(fileobject)  
print(mycar)  
print(type(mycar))  
  
**output -**   
['audi', 'bmw']  
<class 'list'>

## **Regular Expressions Modules (RegEx)**

A **Regular Expressions (RegEx)** is a special sequence of characters that uses a search pattern to find a string or set of strings.

It can detect the presence or absence of a text by matching it with a particular pattern, and also can split a pattern into one or more sub-patterns.

Python provides a **re** module that supports the use of regex in Python.

Python has a built-in package called re, which can be used to work with Regular Expressions.

Import the re module:

import re

The re module offers a set of functions that allows us to search a string for a match:

Function Description

findall Returns a list containing all matches

search Returns a Match object if there is a match anywhere in the string

split Returns a list where the string has been split at each match

sub Replaces one or many matches with a string

**Metacharacters**

**Metacharacters are characters with a special meaning:**

Character Description Example

[] A set of characters "[a-m]"

\ Signals a special sequence (can also be used to escape special characters) "\d"

. Any character (except newline character) "he..o"

^ Starts with "^hello"

$ Ends with "planet$"

\* Zero or more occurrences "he.\*o"

+ One or more occurrences "he.+o"

? Zero or one occurrences "he.?o"

{} Exactly the specified number of occurrences "he.{2}o"

| Either or "falls|stays"

() Capture and group

|  |  |  |  |
| --- | --- | --- | --- |
| Character | Description EXAMPLE | Example | Try it |
| \A | Returns a match if the specified characters are at the beginning of the string - "\AThe" | "\AThe" | [Try it »](https://www.w3schools.com/python/trypython.asp?filename=demo_regex_seq1) |
| \b | Returns a match where the specified characters are at the beginning or at the end of a word r"\bain" (the "r" in the beginning is making sure that the string is being treated as a "raw string") r"ain\b" | r"\bain" r"ain\b" | [Try it »](https://www.w3schools.com/python/trypython.asp?filename=demo_regex_seq2) [Try it »](https://www.w3schools.com/python/trypython.asp?filename=demo_regex_seq2-2) |
| \B | Returns a match where the specified characters are present, but NOT at the beginning (or at the end) of a word r"\Bain" (the "r" in the beginning is making sure that the string is being treated as a "raw string") r"ain\B" | r"\Bain" r"ain\B" | [Try it »](https://www.w3schools.com/python/trypython.asp?filename=demo_regex_seq3) [Try it »](https://www.w3schools.com/python/trypython.asp?filename=demo_regex_seq3-2) |
| \d | Returns a match where the string contains digits (numbers from 0-9) "\d" | "\d" | [Try it »](https://www.w3schools.com/python/trypython.asp?filename=demo_regex_seq4) |
| \D | Returns a match where the string DOES NOT contain digits "\D" | "\D" | [Try it »](https://www.w3schools.com/python/trypython.asp?filename=demo_regex_seq5) |
| \s | Returns a match where the string contains a white space character "\s" | "\s" | [Try it »](https://www.w3schools.com/python/trypython.asp?filename=demo_regex_seq6) |
| \S | Returns a match where the string DOES NOT contain a white space character "\S" | "\S" | [Try it »](https://www.w3schools.com/python/trypython.asp?filename=demo_regex_seq7) |
| \w | Returns a match where the string contains any word characters (characters from a to Z, digits from 0-9, and the underscore \_ character) "\w" | "\w" | [Try it »](https://www.w3schools.com/python/trypython.asp?filename=demo_regex_seq8) |
| \W | Returns a match where the string DOES NOT contain any word characters "\W" | "\W" | [Try it »](https://www.w3schools.com/python/trypython.asp?filename=demo_regex_seq9) |
| \Z | Returns a match if the specified characters are at the end of the string "Spain\Z" | "Spain\Z" | [Try it »](https://www.w3schools.com/python/trypython.asp?filename=demo_regex_seq10) |

special sequence

A special sequence is a \ followed by one of the characters in the list below, and has a special meaning:

**Sets**

A set is a set of characters inside a pair of square brackets [] with a special meaning:

|  |  |  |
| --- | --- | --- |
| **Set** | **Description** | **Try it** |
| [arn] | Returns a match where one of the specified characters (a, r, or n) is present | [Try it »](https://www.w3schools.com/python/trypython.asp?filename=demo_regex_set1) |
| [a-n] | Returns a match for any lower case character, alphabetically between a and n | [Try it »](https://www.w3schools.com/python/trypython.asp?filename=demo_regex_set2) |
| [^arn] | Returns a match for any character EXCEPT a, r, and n | [Try it »](https://www.w3schools.com/python/trypython.asp?filename=demo_regex_set3) |
| [0123] | Returns a match where any of the specified digits (0, 1, 2, or 3) are present | [Try it »](https://www.w3schools.com/python/trypython.asp?filename=demo_regex_set4) |
| [0-9] | Returns a match for any digit between 0 and 9 | [Try it »](https://www.w3schools.com/python/trypython.asp?filename=demo_regex_set5) |
| [0-5][0-9] | Returns a match for any two-digit numbers from 00 and 59 | [Try it »](https://www.w3schools.com/python/trypython.asp?filename=demo_regex_set6) |
| [a-zA-Z] | Returns a match for any character alphabetically between a and z, lower case OR upper case | [Try it »](https://www.w3schools.com/python/trypython.asp?filename=demo_regex_set7) |
| [+] | In sets, +, \*, ., |, (), $,{} has no special meaning, so [+] means: return a match for any + character in the string |  |

**The findall() Function**

The findall() function returns a list containing all matches.

|  |
| --- |
| import re #Return a list containing every occurrence of "ai":  txt = "The rain in Spain"  x = re.findall("ai", txt)  print(x)  **OUTPUT** - ['ai', 'ai'] |

|  |
| --- |
| Return an empty list if no match was found:  import re  txt = "The rain in Spain"  #Check if "Portugal" is in the string:  x = re.findall("Portugal", txt)  print(x)  if (x):  print("Yes, there is at least one match!")  else:  print("No match")  **OUTPUT** - [ ]  No match |

|  |  |
| --- | --- |
| |  | | --- | | # A Python program to demonstrate working of  # findall()  **import** re    # A sample text string where regular expression  # is searched.  string **=** """Hello my Number is 123456789 and              my friend's number is 987654321"""    # A sample regular expression to find digits.  regex **=** '\d+'    match **=** re.findall(regex, string)  print(match) |   **Output**  ['123456789', '987654321'] |

**search() Function**

The search() function searches the string for a match, and returns a Match object if there is a match.

If there is more than one match, only the first occurrence of the match will be returned:

import re

txt = "The rain in Spain"

x = re.search("\s", txt)

print("The first white-space character is located in position:", x.start())

output –

The first white-space character is located in position: 3

Make a search that returns no match:

import re  
  
txt = "The rain in Spain"  
x = re.search("Portugal", txt)  
print(x)

output –

none

**split() Function**

The split() function returns a list where the string has been split at each match:

|  |
| --- |
| Split at each white-space character:  import re  txt = "The rain in Spain" x = re.split("\s", txt) print(x)  output –  ['The', 'rain', 'in', 'Spain'] |

|  |
| --- |
| You can control the number of occurrences by specifying the maxsplit parameter:  Example  Split the string only at the first occurrence:  import re  txt = "The rain in Spain" x = re.split("\s", txt, 1) print(x)  output –  ['The', 'rain', 'in', 'Spain'] |

**sub() Function**

The sub() function replaces the matches with the text of your choice:

Replace every white-space character with the number 9:

import re

#Replace all white-space characters with the digit "9":

txt = "The rain in Spain"

x = re.sub("\s", "9", txt)

print(x) output -The9rain9in9Spain

import re

#Replace the first two occurrences of a white-space character with the digit 9:

txt = "The rain in Spain"

x = re.sub("\s", "9", txt, 2)

print(x)

output –

The9rain9in Spain

**Match Object**

A Match Object is an object containing information about the search and the result.

**Note:** If there is no match, the value None will be returned, instead of the Match Object.

Do a search that will return a Match Object:

import re  
  
txt = "The rain in Spain"  
x = re.search("ai", txt)  
print(x) #this will print an object

output - <\_sre.SRE\_Match object; span=(5, 7), match='ai'>

The Match object has properties and methods used to retrieve information about the search, and the result:

.span() - returns a tuple containing the start-, and end positions of the match.  
.string -  returns the string passed into the function  
.group() - returns the part of the string where there was a match

Print the position (start- and end-position) of the first match occurrence.

The regular expression looks for any words that starts with an upper case "S":

import re

#Search for an upper case "S" character in the beginning of a word, and print its position:

txt = "The rain in Spain"

x = re.search(r"\bS\w+", txt)

print(x.span())  **output** - (12, 17)

Print the string passed into the function:

import re

#The string property returns the search string:

txt = "The rain in Spain"

x = re.search(r"\bS\w+", txt)

print(x.string)

output -The rain in Spain

Print the part of the string where there was a match.

The regular expression looks for any words that starts with an upper case "S":

import re

#Search for an upper case "S" character in the beginning of a word, and print the word:

txt = "The rain in Spain"

x = re.search(r"\bS\w+", txt)

print(x.group())

**output** – Spain

## **Converting .py file to .exe file**

In windows, .exe is an extension used for executable files. It is one of the most common file extensions used for almost all kinds of software and applications programs and setups.

**Now let’s come to the purpose of the conversion.**

We create lots of Python programs and want to share them with the world. If we want our python program to run on any computer without the IDE or even installing Python itself, we must convert it to .exe.

All the apps and programs we use on our computer are written using some language or code, but we do not have to install the particular language for the program to run.

**Steps to Create an Executable from Python Script using Pyinstaller**

Step 1: Install the Pyinstaller Package

The first step is to install the module pyinstaller. For this, we will create or destinate a folder and open our power shell window there using shift + mouse right-click.

Now we will run the following command for our module installation.

pip install pyinstaller

Make a txt file called main . write a program in it

print("which are the number you want to add")

print(int(input()) + int(input()))

clt + s to save

open window powershell click shift + right mouse button

write – python .\main.txt

next type to convert txt file to exe filr

pyinstaller .\main.txt

two folder are made in folder dict and build

open dict - main – click main to open main.exe file

click shift +right mouse open window powershell

Once we click on the file, we are ready to launch our program. So, that’s how you can easily convert the .py file to the .exe file in Python.

## **Raise (keyword)**

**Python raise Keyword** is used to raise exceptions or errors

To throw (or raise) an exception, use the raise keyword.

x = 5  
  
if x < 7:  
 raise Exception("Sorry, no numbers below zero")

output - Traceback (most recent call last):

File "C:\Users\amart\PycharmProjects\pythonProject\pythonProject4\raise keyword.py", line 4, in <module>

raise Exception("Sorry, no numbers below zero")

Exception: Sorry, no numbers below zero

x = 5  
  
if x < 4:  
 raise Exception("Sorry, no numbers below zero")

outout - ………………………………………………….

|  |  |  |
| --- | --- | --- |
| Raise a TypeError if x is not an integer:  x = "hello" if not type(x) is int:   raise TypeError("Only integers are allowed")  output – Traceback (most recent call last):  File "./prog.py", line 4, in <module>  TypeError: Only integers are allowed |  | Raise a TypeError if x is not an integer:  x = "hello" if not type(7) is int:   raise TypeError("Only integers are allowed")  output –  …………………………………. |

Traceback (most

a= input("what is your name ")4  
if a.isnumeric():  
 raise Exception("number is not allowed")  
  
output -  
what is your name 4  
Traceback (most recent call last):  
 File "C:\Users\amart\PycharmProjects\pythonProject\pythonProject4\raise keyword.py", line 8, in <module>  
 raise Exception("number is not allowed")  
Exception: number is not allowed

""*a*

a= input("what is your name ")  
b = input("how much to you earn ")  
if int(b)==0:  
 raise ZeroDivisionError("b is 0 stopping the program ")  
print(f"hello {a}")

output – gaveoutput

harry

4

Hello harry

c = input("Enter your name")  
try:  
 print(a)  
  
except Exception as e:  
  
 if c =="harry":  
 raise ValueError("Harry is blocked he is not allowed")  
  
 print("Exception handled")

output gave –

Enter your nameharry

Traceback (most recent call last):

File "C:\Users\amart\PycharmProjects\pythonProject\pythonProject4\raise keyword.py", line 26, in <module>

print(a)

NameError: name 'a' is not defined

During handling of the above exception, another exception occurred:

Traceback (most recent call last):

File "C:\Users\amart\PycharmProjects\pythonProject\pythonProject4\raise keyword.py", line 31, in <module>

raise ValueError("Harry is blocked he is not allowed")

ValueError: Harry is blocked he is not allowed

## **== vs is difference between == , is**

'==' is used to represent value equality.

Value equality means two variables or objects or even data structures such as a list composed of the same value.

Suppose we have two variables, a and b.

We assign the value 2 to both of them.

Now, as we know that they do not have any direct link with each other.

The only similarity is that they have been given the same value.

So, if we place an '==' sign between them, the output will be True. However, when we change the value of one of the variables, it will return false.

For Example:-

x = [1, 2, 3, 4]

y= [1, 2, 3, 4]

x == y

output = True

x = [1, 2, 3, 4]

y= [0, 8, 7, 7]

x == y

output = False

An equality operator ( == )expression evaluates to True if the objects referred to by the variables have the same contents.

The identity operator 'is' tracks the object back to its identity while the equality operator '==' only compares the values.

Is = An identity operator(is) expression evaluates to True if two variables point to the same object.

a= [7,8,9]

b=a

print(b is a)

output

True (it is true coz they are point same object )

# == - value equality - Two objects have the same value

# is - reference equality - Two references refer to the same object

# Task:

a =[6, 4 , "34"]

b = [6, 4 , "34"]

print(b is a)

## **Creating a Command Line Utility In Python**

**What is command line**

The command line is **a text interface for your computer**. It's a program that takes in commands, which it passes on to the computer's operating system to run. From the command line, you can navigate through files and folders on your computer

|  |
| --- |
| **What is a Command Line Interface(CLI)?**  A command-line utility is a way of giving operating system instructions using lines of text. Command-line programs operate via the command line or PowerShell. It will interact with a command-line script.  A command-line interface or command language interpreter (CLI), also known as command-line user interface, console user interface, and character user interface (CUI), is a means of interacting with a computer program where the user (or client) issues commands to the program in the form of successive lines of text (command lines)  **Advantages of CLI:**    * Requires fewer resources * Concise and powerful * Expert-friendly * Easier to automate via scripting |

**Why to use CLI in your python program?**

Now let us come to why we should use the command-line utility in our program.

We can easily call a command line program in Python into a different language program.

Each program has calling support in it for calling the command lines program.

So in cases, where we are writing a program in some other language, but we want to perform a task in Python and call it in our program, then the command line can help us do that.

अब हम इस बात पर आते हैं कि हमें अपने प्रोग्राम में कमांड-लाइन यूटिलिटी का उपयोग क्यों करना चाहिए।

हम पाइथन में एक कमांड लाइन प्रोग्राम को आसानी से एक अलग भाषा प्रोग्राम में कॉल कर सकते हैं।

कमांड लाइन प्रोग्राम को कॉल करने के लिए प्रत्येक प्रोग्राम में कॉलिंग सपोर्ट होता है।

तो ऐसे मामलों में, जहां हम किसी अन्य भाषा में प्रोग्राम लिख रहे हैं, लेकिन हम पायथन में एक कार्य करना चाहते हैं और इसे अपने प्रोग्राम में कॉल करना चाहते हैं, तो कमांड लाइन हमें ऐसा करने में मदद कर सकती है।

**For creating a Command Line Utility In Python**

first import two modules, i.e., argsparse and sys.

**Argsparse -**  helps us to get command-line arguments in our program

**sys** - module helps us to import the code we wrote using argparse onto the console.

Import argsparse

Import sys

A parser is a compiler or interpreter component that breaks data into smaller elements for easy translation into another language

import argparse  
import sys  
  
def calc(args):  
 if args.o == 'add':  
 return args.x + args.y  
  
 elif args.o == 'mul':  
 return args.x \* args.y  
  
 elif args.o == 'sub':  
 return args.x - args.y  
  
 elif args.o == 'div':  
 return args.x / args.y  
  
 else:  
 return "Something went wrong"  
  
if \_\_name\_\_ == '\_\_main\_\_':  
 parser = argparse.ArgumentParser()  
 parser.add\_argument('--x', type=float, default=1.0,  
 help="Enter first number. This is a utility for calculation. Please contact harry bhai")  
  
 parser.add\_argument('--y', type=float, default=3.0,  
 help="Enter second number. This is a utility for calculation. Please contact harry bhai")  
  
 parser.add\_argument('--o', type=str, default="add",  
 help="This is a utility for calculation. Please contact harry bhai for more")  
  
 args = parser.parse\_args()  
 sys.stdout.write(str(calc(args)))